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*JDBC*

* *java database connectivity.*
* *java environment -> db. environment*
* *to store the data or to perform the operations on the data (select, insert, delete and update)*
* *it is a technology given by sunmicrosystem technology/specification/interfaces*

* *implementatin classes are provided by different different database vendors like oracle,mysql,sybase,ingress,redhat,postgres in the form of jar files*
* ***goal:*** *from java environment, we need to perform db. operations*

*On top of the existing data, we performed db. operations-*

*-insert the data*

*-update the data*

*-delete the data*

*-read the data*

***Steps to develop/write the jdbc program:***

*java<-------->db*

*each and every db provides 4 types of driver classes those are-*

*1.type1*

*2.type2*

*3.type3*

*4.type4(java language)*

*oracle database*

*type4 driver class name of oracle database?*

*->oracle.jdbc.driver.OracleDriver*

1. ***load the driver class***

*Class.forName("oracle.jdbc.driver.OracleDriver");*

1. ***obtain the connection from database***

*DriverManager.getConnection();*

*jdbc:oracle:thin:@localhost:1521:xe*

*jdbc -main protocol*

*oracle - sub protocol*

*thin- nick name of type 4 driver of oracle*

*localhost - ip address of db machine*

*1521 - default port number of database oracle*

*xe - default global database name of oracle express edition*

1. ***Create the Statement object***

***purpose***

*Creates a Statement object for sending SQL statements to the database.*

1. ***process the query***

*int x = statement.executeUpdate("insert/update/delete");*

1. ***close the connection***

*connection.close();*

***Summary:***

*->load the drier class*

*->obtain the connection*

*->Statement object creation*

*->Process the query*

*->Close the connection*

***example:***

*package com.sopra.jdbc;*

*import java.sql.Connection;*

*import java.sql.DriverManager;*

*import java.sql.Statement;*

*public class Test1 {*

*public static void main(String[] args) {*

*try {*

*//load the driver class*

*Class.forName("oracle.jdbc.driver.OracleDriver");*

*System.out.println("driver class is loaded");*

*Connection connection = DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe", "sopra", "sopra");*

*System.out.println("i got the connection");*

*//Statement object creation for sending sql statemnts to db*

*Statement statement = connection.createStatement();*

*System.out.println("statement object got created for sending sql queries to the db");*

*//processing the queries*

*int x = statement.executeUpdate("insert into student values(800,'umesh')");*

*System.out.println(x + "row(s) inserted");*

*//close the conenction*

*connection.close();*

*}*

*catch(Exception e)*

*{*

*System.out.println(e);*

*}*

*}*

*}*

*-update and delete*

*dml operations -insert/update/delete*

*statement.executeUpdate();*

*select \* from student;*

*statement.executeQuery()*

*package com.sopra.jdbc;*

*import java.sql.Connection;*

*import java.sql.DriverManager;*

*import java.sql.ResultSet;*

*import java.sql.ResultSetMetaData;*

*import java.sql.Statement;*

*public class Test3 {*

*public static void main(String[] args) throws Exception {*

*Class.forName("oracle.jdbc.driver.OracleDriver");*

*Connection con = DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","sopra","sopra");*

*Statement st = con.createStatement();*

*ResultSet rs = st.executeQuery("select \* from student");*

*ResultSetMetaData rsmd = rs.getMetaData();*

*System.out.println("No.of columns in my table is : " + rsmd.getColumnCount());*

*System.out.println("1st column data type and it's size is : " + rsmd.getColumnTypeName(1) + " " + rsmd.getPrecision(1));*

*System.out.println("2nd column data type and it's size is : " + rsmd.getColumnTypeName(2) + " " + rsmd.getPrecision(2));*

*for(int i=1;i<=rsmd.getColumnCount();i++)*

*System.out.print(rsmd.getColumnName(i) + "\s");*

*System.out.println();*

*while(rs.next())*

*{*

*System.out.println(rs.getInt(1) + " " + rs.getString(2));*

*}*

*}}*

*Servlet*

*java - james gosling - 1995*

*->jse -> standalone /desktop applications*

*->jee -> distributed/ web applications.*

*using servlet -> web applications*

*->static web applications -> html*

*->dynamic web applications -> facebook,flipkart,gmail...*

*we are using server side technologies to develop dynamic web*

*applications.*

*servlet -> server side technology*

*purpose: to develop dynamic web applications*

*given by: sun microsystem*

*->www.oracle.com*

*sunmicrosystem -> oracle*

*to develop web applications, usually we have to follow client server*

*architecture.*

*The client server computing works with a system of request and response.*

*The client sends a request to the server and the server responds with the*

*desired information*

*url: www.facebook.com -> fron the browser address bar*

*browser -> client(request)*

*from the server -> response -> facebook home page*

*click on signin -> request*

*-> response -> signin page ->*

*....*

*client ->*

*server -> server is available remotely.*

*client is used to send the request and server is used to process the*

*request and gives response back to the client.*

*using servlet technology -> web applications.*

*server -> tomcat*

*so many servers are availabe in the real world*

*tomcat,glassfish,weblogic,websphere,redhat....*

*tomcat -> apache software foundation -> web server*

*->https://www.flipkart.com/*

*Servlet is an interface -> javax.servlet*

*-> GenericServlet (javax.servlet)*

*-> HttpServlet(javax.servlet.http)*

*note: all the advanced java packages starts with javax.*

*note: all the core java packages starts with java.*

*java.sql*

*java.lang*

*java.io*

*java.util.*

*how we can define our own servlet:*

*->by implemeting Servlet interface*

*->by extending GenericServlet*

*->by extending HttpServlet*

*class MyServlet implements Servlet*

*{*

*//5 methods (init,destroy,service,getServletConfig,getServletInfo)*

*}*

*class MyServlet extends GenericServlet*

*{*

*//only service*

*}*

*class MyServlet extends HttpServlet*

*{*

*//only service*

*}*

*protocol independent applications-> any protocol support (http,smtp,tcp...)*

*protocol dependent applications ->using http protocol*

*note:*

*maintaing the protocols is very expensive.*

***why web.xml file is required?***

*-> deployment descriptor*

*client --> to whom we are sending the request -> server*

*src/main/webapp/WEB-INF/web.xml:*

*``````````````````````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<web-app>*

*<servlet>*

*<servlet-name>sopra</servlet-name>*

*<servlet-class>com.sopra.servlets.MyServlet</servlet-class>*

*</servlet>*

*<servlet-mapping>*

*<servlet-name>sopra</servlet-name>*

*<url-pattern>/display</url-pattern>*

*</servlet-mapping>*

*</web-app>*

*src/main/java*

*`````````````*

*com.sopra.servlet*

***MyServlet.java:***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import java.io.PrintWriter;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*//servlet class*

*public class MyServlet extends HttpServlet {*

*//*

*public void doGet(HttpServletRequest request,HttpServletResponse response) throws IOException*

*{*

*response.setContentType("text/html");*

*PrintWriter pw = response.getWriter();*

*pw.println("<h1>welcome to servlets</h1>");*

*}*

*}*

*->select dynamic web project*

*->add runtime -> add the server*

*->Finish*

*->under src/main/java -> create one package and define one servlet class*

*by extending HttpServlet*

*->under src/webapp/WEB-INF/web.xml*

*Form Handling in Servlet*

*html form*

*-> submit*

*-> control goes to respective servlet*

*-> write the business logic*

*-> return response back to the client*

*under webapps folder:*

*``````````````````````*

*index.html:*

*````````````*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<form action="add">*

*<pre>*

*Enter first number: &nbsp;<input type="text" name="t1" /><br/>*

*Enter second number: <input type="text" name="t2" /><br />*

*<input type="submit" value="add" />*

*</pre>*

*</form>*

*</body>*

*</html>*

*AddServlet.java:*

*````````````````*

*package com.sopra.servlets;*

*import java.io.IOException;*

*import java.io.PrintWriter;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*public class AddServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*//business logic*

*int x = Integer.parseInt(request.getParameter("t1"));*

*int y = Integer.parseInt(request.getParameter("t2"));*

*int z = x+y;*

*PrintWriter pw = response.getWriter();*

*pw.println("<h2>");*

*pw.println("the sum is : " + z);*

*pw.println("</h2>");*

*}*

*}*

***web.xml:***

*<?xml version="1.0" encoding="UTF-8"?>*

*<web-app>*

*<servlet>*

*<servlet-name>Ram</servlet-name>*

*<servlet-class>com.sopra.servlets.AddServlet</servlet-class>*

*</servlet>*

*<servlet-mapping>*

*<servlet-name>Ram</servlet-name>*

*<url-pattern>/add</url-pattern>*

*</servlet-mapping>*

*</web-app>*

***url:***

*http://localhost:2021/form-handling/index.html*

*http://localhost:2021/form-handling/add?t1=200&t2=678*

*http://localhost:2021/form-handling/add*

*doGet() and doPost():*

*if we want to handle very sensitive data it is highly recommended to override*

*doPost() in servlet class make sure html form method type must be post*

*form method by default value is get*

*->if we want to handle insensitive(normal data) we can happily go for*

*override doGet()*

*index.html:*

*`````````````*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<form action="add" method="post">*

*<pre>*

*Enter first number: &nbsp;<input type="text" name="t1" /><br/>*

*Enter second number: <input type="text" name="t2" /><br />*

*<input type="submit" value="add" />*

*</pre>*

*</form>*

*</body>*

*</html>*

*AddServlet.java:*

*`````````````````*

*package com.sopra.servlets;*

*import java.io.IOException;*

*import java.io.PrintWriter;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*public class AddServlet extends HttpServlet {*

*protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*//business logic*

*int x = Integer.parseInt(request.getParameter("t1"));*

*int y = Integer.parseInt(request.getParameter("t2"));*

*int z = x+y;*

*PrintWriter pw = response.getWriter();*

*pw.println("<h2>");*

*pw.println("the sum is : " + z);*

*pw.println("</h2>");*

*}*

*}*

*ServletConfig and ServletContext*

*ServletConfig*

* *Servlet Config is for configuring specific information to a specific*

*servlet.*

* *in web.xml under servlet tag using <init-param> tag we generally configured this servlet information.*
* *Servlet Config object is per each and every servlet of entire web*

*application.*

*ServletContext*

* *Servlet Context, it is used for specifying common/global information*

*of a web application, which can be used by all the servlets.*

* *in web.xml using <context-param> tag we can configured*
* *Servlet Context object is per one web application.*

***FirstServlet.java:***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import javax.servlet.ServletConfig;*

*import javax.servlet.ServletContext;*

*import javax.servlet.ServletException;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*public class FirstServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*ServletConfig config = this.getServletConfig();*

*String value = config.getInitParameter("driver");*

*response.getWriter().println("<h1>" + value + "</h1>");*

*ServletContext context = this.getServletContext();*

*String value2 = context.getInitParameter("firm");*

*response.getWriter().println("<h1>" + value2 + "</h1>");*

*}*

*}*

***SecondServlet.java***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import javax.servlet.ServletConfig;*

*import javax.servlet.ServletContext;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*public class SecondServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*ServletConfig config = this.getServletConfig();*

*String value = config.getInitParameter("url");*

*response.getWriter().println("<h1>" + value + "</h1>");*

*ServletContext context = this.getServletContext();*

*String value2 = context.getInitParameter("firm");*

*response.getWriter().println("<h1>" + value2 + "</h1>");*

*}*

}

**web.xml:**

*<?xml version="1.0" encoding="UTF-8"?>*

*<web-app>*

*<!-- first servlet configuration -->*

*<servlet>*

*<servlet-name>Ram</servlet-name>*

*<servlet-class>com.sopra.servlets.FirstServlet</servlet-class>*

*<init-param>*

*<param-name>driver</param-name>*

*<param-value>oracle.jdbc.driver.OracleDriver</param-value>*

*</init-param>*

*</servlet>*

*<servlet-mapping>*

*<servlet-name>Ram</servlet-name>*

*<url-pattern>/first</url-pattern>*

*</servlet-mapping>*

*<!-- second servlet configuration -->*

*<servlet>*

*<servlet-name>Ram1</servlet-name>*

*<servlet-class>com.sopra.servlets.SecondServlet</servlet-class>*

*<init-param>*

*<param-name>url</param-name>*

*<param-value>jdbc:oracle:thin:@localhost:1521:xe</param-value>*

*</init-param>*

*</servlet>*

*<servlet-mapping>*

*<servlet-name>Ram1</servlet-name>*

*<url-pattern>/second</url-pattern>*

*</servlet-mapping>*

*<!-- configuring global information -->*

*<context-param>*

*<param-name>firm</param-name>*

*<param-value>sopra</param-value>*

*</context-param>*

*</web-app>*

***Summary***

*-formhandling*

*-doGet vs doPost*

*-ServletConfig vs ServletContext*

*-assigment: ....*

*->servlet collaboration / servlet chaining*

*->servlet redirecting mechanism*

*->@WebServlet annotation(alternative for web.xml)*

*->session tracking techniques(cookies,urlrewriting,HttpSession)*

*servlet redirecting mechanism:*

*if we make a request to one servlet*

*requirement: need to redirect to some other web address*

*response.sendRedirect("address of desired location");*

*ex: response.sendRedirect("http://www.google.com");*

*old websites --> new website addresses*

***@WebServlet:***

*Use the @WebServlet annotation to define a servlet component in a web*

*application. This annotation is specified on a class and contains metadata*

*about the servlet being declared. The annotated servlet must specify at*

*least one URL pattern. This is done by using the urlPatterns or value*

*attribute on the annotation.*

***MyServlet.java:***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*@WebServlet("/redirect")*

*public class MyServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*response.getWriter().println("welcome to servlet redirecting mechanism");*

*response.sendRedirect("http://www.google.com");*

*}*

*}*

*ServletCollaboration*

*if we want to send some data from one servlet to any other resource*

*(html,jsp,servlet...)*

*->establishing communication in between servlet to any other resource*

*RequestDispatcher is one of the pre-defined interface*

*FirstServlet.java:*

*```````````````````*

*package com.sopra.servlets;*

*import java.io.IOException;*

*import javax.servlet.RequestDispatcher;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*@WebServlet("/FirstServlet")*

*public class FirstServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*response.getWriter().println("iam from first servlet");*

*RequestDispatcher requestDispatcher = request.getRequestDispatcher("SecondServlet");*

*//requestDispatcher.forward(request, response);*

*response.getWriter().println("<br/>");*

*requestDispatcher.include(request, response);*

*}*

*}*

***SecondServlet.java:***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*@WebServlet("/SecondServlet")*

*public class SecondServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*response.getWriter().println("iam from second servlet");*

*}*

*}*

*Session Tracking Techniques*

*session:*

*````````*

*->9am to 6pm*

*time interval in between login and logout is the session*

*gmail(url) -> request*

*-> username:*

*password:*

*clicking on the login --> request*

*gmail inbox*

*compose -> request*

*each and every action which we are performing on the web page*

*absolutely those are reequests.*

*these requests can be processed by server(our servlet programs)*

*how the request will be moved to server?*

*by using one protocol (http)*

*http: stateless protocol*

*stateless -> it is not rembering any data*

*since http is a stateless protocol, each and every request can be*

*considering as a new request.*

*we have to maintain the session*

*by using session tracking techniques in servlets.*

*-cookies(server side)*

*-HttpSession(server side)*

*-UrlRewriting(server side)*

*-HidenForm Fields(client side and server side)*

*goal: to maintain the state*

*Cookie*

*A cookie is a small piece of information that is persisted between the*

*multiple client requests.*

*client1 -request --> server*

*resposne+cookie*

*client1 --request + cookie --> server1*

*response*

*index.html:*

*```````````*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<form action="FirstServlet">*

*Enter username: <input type="text" name="uname"/><br/>*

*<input type="submit" value="go"/>*

*</form>*

*</body>*

*</html>*

*FirstServlet.java:*

*``````````````````*

*package com.sopra.servlets;*

*import java.io.IOException;*

*import java.io.PrintWriter;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.Cookie;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*@WebServlet("/FirstServlet")*

*public class FirstServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*String uname=request.getParameter("uname");*

*PrintWriter pw = response.getWriter();*

*pw.println("welcome to " + uname);*

*pw.println("<br/>");*

*//Cookie object creation*

*Cookie cookie = new Cookie("c1",uname);*

*//add the cookie object to response*

*response.addCookie(cookie);*

*//preparing form in the server(firstservlet)*

*pw.println("<form action='SecondServlet'>");*

*pw.println("<input type='submit' value='send'/>");*

*pw.println("</form>");*

*}*

*}*

***SecondServlet.java***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import java.io.PrintWriter;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.Cookie;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*@WebServlet("/FirstServlet")*

*public class FirstServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*javax.servlet.http.Cookie[] cookie=request.getCookies();*

*response.getWriter().println((String)cookie[0].getValue());*

*}*

*}*

***assignment:***

*perform login,logout,profile using cookies in servlet.*

*HttpSession*

*server/container creates a session id for each user.*

*sopra --> session id*

*ram --> session id*

*.....*

*session id is unique*

*The server uses this session id to identify the particular user.*

*on top of HttpServletRequest object*

*HttpSession session = request.getSession()*

***frequently used methods of HttpSession:***

* *getId()*
* *getLastAccessedTime()*
* *invalidate()*

***index.html:***

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<form action="FirstServlet">*

*Enter Username: <input type="text" name="uname"><br/>*

*<input type="submit" value="go"/>*

*</form>*

*</body>*

*</html>*

***FirstServlet.java:***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import java.io.PrintWriter;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*import javax.servlet.http.HttpSession;*

*@WebServlet("/FirstServlet")*

*public class FirstServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*PrintWriter pw = response.getWriter();*

*String u1 = request.getParameter("uname");*

*pw.println("welcome to : " + u1);*

*//create the HttpSession object*

*HttpSession session = request.getSession();*

*session.setAttribute("uname", u1);*

*pw.println("<br/>");*

*pw.println("<a href='SecondServlet'>clickme</a>");*

*}*

*}*

***SecondServlet.java:***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import java.io.PrintWriter;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*import javax.servlet.http.HttpSession;*

*@WebServlet("/SecondServlet")*

*public class SecondServlet extends HttpServlet {*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*HttpSession session = request.getSession(false);*

*String n = (String)session.getAttribute("uname");*

*PrintWriter pw = response.getWriter();*

*pw.println("Hello : " + n);*

*pw.println("<br/>");*

*pw.println("session creation time: " + session.getCreationTime());*

*pw.println("<br/>");*

*pw.println("session id: " + session.getId());*

*}*

*}*

***ASSIGNMENTS:***

* *HiddenFormFields*
* *UrlRewriting*
* *login,logout & profiles using cookies*

***EXAMPLE: gmail is implemented using cookies***

*-servlet redirecting mechanism*

*-servlet collobaration (forward and include)*

*-@WebServlet*

*-session tracking techniques*

*-cookies*

*-HttpSession*

*-HiddenFormFields*

*-UrlRewriting*

***How to invalidate the session:***

*package com.sopra.servlets;*

*import java.io.IOException;*

*import java.io.PrintWriter;*

*import java.util.Date;*

*import javax.servlet.ServletException;*

*import javax.servlet.annotation.WebServlet;*

*import javax.servlet.http.HttpServlet;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*import javax.servlet.http.HttpSession;*

*@WebServlet("/FirstServlet")*

*public class FirstServlet extends HttpServlet {*

*int count;*

*protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {*

*PrintWriter pw = response.getWriter();*

*//create the HttpSession object*

*HttpSession session = request.getSession(true);*

*if(session.isNew())*

*{*

*pw.println("welcome to new user");*

*pw.println("<br/>");*

*count=0;*

*}*

*else*

*{*

*pw.println("welcome back");*

*count++;*

*pw.println("<br/>");*

*}*

*pw.println("session creation time: " + new Date(session.getCreationTime()));*

*pw.println("<br/>");*

*pw.println("session last accessed time: " + new Date(session.getLastAccessedTime()));*

*pw.println("<br/>");*

*pw.println("session id: " + session.getId());*

*pw.println("<br/>");*

*pw.println("visited count: " + count);*

*if(count>=5)*

*{*

*//destroying the session*

*session.invalidate();*

*}*

*}*

*}*

*JSP( Java Server Pages)*

* *jsp is also a technology given by sun microsystem*
* *implementations are provided by server vendors*
* *tomcat server -> server container*
* *jsp is a tag based programming language*
* *inside the jsp we also can write html tags + jsp tags*
* *non it programmers can easily understand this jsp technology*
* *we no need to restart the server just by resending the request*
* *automatically changes gets affected.*

*servlet container->it is responsible to process all the servlet classes*

*jsp container -> it is responsible to process all the jsp pages*

*ejb container*

*jsf container*

*->interfaces*

*implementations are provided by server vendors*

*how these implementations are available in the server?*

*in the form of jar files*

*for the servlet -> servlet-api.jar*

*for the jsp -> jsp-api.jar*

*purpose of servlet --> to develop dynamic web pages*

*purpose of jsp --> to develop dynamic web pages*

***Drawbacks of servlet:***

* *not recommended to have both business logic + presentation logic in single servlet class*
* *java knowledge is required to write the servlet class for non java programmers understanding the servlet is very much typical who has no knowledge on core java.*
* *everytime restart the server to make changes affected.*

*Types of JSP Tags*

*In jsp technology, we do have three types of tags-*

*1.scritpting tags/elements*

*2.directive tags/elements*

*3.action tags/elements*

***Scripting Tags***

***purpose:*** *to insert the java code in jsp page.*

*scripting tags can be again segarated into three types.*

*1.scriptlet element*

*2.expression element*

*3.declarative element*

*scriptlet element:*

***syntax:***

*<%*

*//java code*

*%>*

*where did you keep our jsp files?*

*under webapp folder*

*what is the extension for our jsp files?*

*<filename>.jsp*

*when we run the jsp file, jsp page is completely translated into*

*equivalent servlet class.*

*out -> JspWriter is the class which is extends from PrintWriter*

*out -> impliticit object of JspWriter*

*9 implicit objects*

*out,request,response,application,page,exception,...*

*example of scriptlet tag:*

*``````````````````````````*

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h1>welcome to jsp technology from sopra using html tag</h1>*

*<br/>*

*<%--scriptlet tag --%>*

*<%*

*out.println("<h1>");*

*out.println("welcome to jsp technology from sopra using jsp scriptlet tag");*

*out.println("</h1>");*

*%>*

*</body>*

*</html>*

*expression tag:*

***syntax:***

*<%=*

*//java code*

*%>*

***example:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<%--expression tag --%>*

*<h1>*

*<%=*

*"welcome to jsp using expression tag"*

*%>*

*</h1>*

*</body>*

*</html>*

*declarative tag:*

*if we want to declare any variables or to define methods*

*we should use declarative tag.*

*syntax:*

*<%!*

*//declare the variable or*

*// define the method*

*%>*

*example:*

*<%!*

*int a= 100;*

*void m1()*

*{*

*}*

*%>*

*class \_ScriptLet*

*{*

*int a= 100;*

*void m1()*

*{*

*}*

*\_jspService()*

*{*

*}*

*}*

***note:***

* *using scirptlet or expression we can declare the variable but we cannot*

*define the method.*

* *using declarative tag, we can declare the variables and we can define the methods too.*

***example:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<%!*

*int a=100;*

*int square(int x) {*

*return x\*x;*

*}*

*%>*

*<%*

*out.println("a value is : " +a);*

*int x = square(5);*

*out.println("<br/>");*

*out.println("square value is: " + x);*

*%>*

*</body>*

*</html>*

*scripting tags,directive tags, action tags*

*-scriptlet tags*

*-expression tag*

*-declarative tag*

***Directive Tags***

***purpose:*** *directive tags are telling to the jsp container how jsp page*

*is getting translated into equivalent servlet class.*

*jsp page --> equivalent servlet class (generated by jsp container.*

1. *include directive*
2. *page directive*
3. *taglib directive (custom tags)*

*include directive tag:*

***Purpose:*** *to include the content of any resource(jsp/html..)*

***syntax:***

*<%@ include file="resourcename" %>*

***example:***

*<%@ include file="index.html" %>*

*header.html:*

*```````````*

*footer.html:*

*`````````````*

***advantage of including directive:***

*->reusability*

***index.html***

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h2>iam header tag</h2>*

*</body>*

*</html>*

***include.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<%-- include directive -->*

*<%@include file="header.html" %>*

*</body>*

*</html>*

*page directive:*

***syntax:***

*<%@ page attribute="value" %>*

***List of attributes for page directive:***

* *import.*
* *contentType.*
* *extends.*
* *info.*
* *buffer.*
* *language.*
* *isELIgnored.*
* *isThreadSafe.*
* *isErrorPage*
* *errorPage*

***example*** *on import, contentType,language attributes of page directive:*

*<%@page*

*language="java"*

*import="java.util.Date"*

*contentType="application/msword; charset=ISO-8859-1"*

*%>*

*<body>*

*<%=*

*"Today's date is: "*

*+ new Date()*

*%>*

*</body>*

*</html>*

*exception handling in jsp*

*using (isErrorPage and error Page) of Page directive:*

***index.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<form action="process.jsp">*

*<pre>*

*Enter Firstno: <input type="text" name="fno"/><br/>*

*Enter Secondno: <input type="text" name="sno"/><br/>*

*</pre>*

*<input type="submit" value="divide"/>*

*</form>*

*</body>*

*</html>*

***process.jsp:***

*<%@page errorPage="error.jsp" %>*

*<%*

*int fno = Integer.parseInt(request.getParameter("fno"));*

*int sno = Integer.parseInt(request.getParameter("sno"));*

*int result = fno/sno;*

*out.println("division is : " + result);*

*%>*

***error.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*isErrorPage="true"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h2>sorry an exception occured!</h2>*

*Exception is:*

*<%= exception %>*

*</body>*

*</html>*

*taglib directive(custom tags):*

*``````````````````````````````*

*we can also define our own tags and provide our own functionality to the*

*custom tags which we are going to define.*

*-> taglib directives are used to define our own tags*

***syntax:***

*<%@ taglib prefix="prefixOfTag" uri="uriOfTagLibrary" %>*

*->action tags*

*->expression language in jsp*

*->registration use case*

*->login , logout, profile using cookies*

*Action Tags in Jsp:*

*purpose: each jsp action tag is used to perform some specific task.*

*these are used to control the flow between pages and to use java bean.*

*Types of Jsp action Tag*

*there are many jsp action tags / elements .*

* *jsp:forward*
* *jsp:include*
* *jsp:useBean*
* *jsp:setProperty*
* *jsp:getProperty*
* *jsp:param*

*<jsp:forward page="xyz.jsp"/>*

***jsp:param:***

*jsp:param tag is not independent tag it is depending on jsp:forward*

*while we are forwarding the request from one jsp to any other jsp with parameter*

*then we have to go for jsp:param tag under jsp:forward.*

***Example on jsp:forward and jsp:param:***

***index.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h2>this is index page</h2>*

*<jsp:forward page="displaydate.jsp">*

*<jsp:param name="company" value="sopra"/>*

*</jsp:forward>*

*</body>*

*</html>*

***displaydate.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*import="java.util.Date" %>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<%=*

*"Today's date is:" + new Date()*

*%>*

*<br/>*

*<%=*

*"parameter value is: " + request.getParameter("company")*

*%>*

*</body>*

*</html>*

*jsp:include:*

*jsp:include action tag is used to include the content of another resource*

*it may be jsp, html or servlet.*

*->the jsp include action tag includes the resource at request time so it is*

*better for dynamic pages because there might be changes in future.*

*jsp:include action tag can be used to include static as well as*

*dynamic pages.*

***index.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h2>this is index page</h2>*

*<jsp:include page="displaydate.jsp"/>*

*<h2>this is ending section of index page</h2>*

*</body>*

*</html>*

***displaydate.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*import="java.util.Date" %>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<%=*

*"Today's date is:" + new Date()*

*%>*

*</body>*

*</html>*

***Java Bean:***

* *a java bean is a normal java class that should follow some rules.*
* *it should have no-arg constructor*
* *It should be serializable*
* *it should provide methods to set and get the values of the properties*

*known as setters and getters methods.*

*Why use JavaBean?*

*According to Java white paper, it is a reusable software component. A bean encapsulates many objects into one object*

*so that we can access this object from multiple places.*

*Moreover, it provides easy maintenance.*

***example:***

*import java.io.Serializable;*

*class Student implements Serializable*

*{*

*private Address address;*

*private int stid;*

*public Student()*

*{*

*}*

*public void setStid(int stid)*

*{*

*this.stid=stid;*

*}*

*public int getStid()*

*{*

*return stid;*

*}*

*}*

*why should we use JavaBean?*

* *it is a reusable software component.*
* *A bean encapsulates many objects into one object so that we can*

*access this object from multiple palaces.*

***Student.java (java bean class):***

*package com.sopra.beans;*

*import java.io.Serializable;*

*public class Student implements Serializable{*

*private int stid;*

*private String stname;*

*public Student()*

*{*

*}*

*public int getStid() {*

*return stid;*

*}*

*public void setStid(int stid) {*

*this.stid = stid;*

*}*

*public String getStname() {*

*return stname;*

*}*

*public void setStname(String stname) {*

*this.stname = stname;*

*}*

*}*

***without jsp:useBean action element***

***useBean.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*import="com.sopra.beans.Student"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<%*

*Student obj = new Student();*

*obj.setStid(200);*

*obj.setStname("sopra");*

*out.println("Student id: " + obj.getStid());*

*out.println("Student name: " + obj.getStname());*

*%>*

*</body>*

*</html>*

***example using jsp:useBean,jsp:setProperty & jsp:getProperty:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*import="com.sopra.beans.Student"%>*

*<body>*

*<jsp:useBean id="obj" class="com.sopra.beans.Student"></jsp:useBean>*

*<jsp:setProperty property="stid" name="obj" value="300"/>*

*<jsp:setProperty property="stname" name="obj" value="ram"/>*

*Records are: <br/>*

*Student id is : <jsp:getProperty property="stid" name="obj"/>*

*<br/>*

*Student name is: <jsp:getProperty property="stname" name="obj"/>*

*</body>*

*</html>*

***how to set dynamic data and get dynamic data using jsp:useBean :***

***index1.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<form action="usebean.jsp">*

*Enter Student id: <input type="text" name="stid"/><br/>*

*Enter Student Name: <input type="text" name="stname"/><br/>*

*<input type="submit" value="go"/>*

*</form>*

*</body>*

*</html>*

***usebean.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*import="com.sopra.beans.Student"%>*

*<body>*

*<jsp:useBean id="obj" class="com.sopra.beans.Student"></jsp:useBean>*

*<%-- <jsp:setProperty property="stid" name="obj" />*

*<jsp:setProperty property="stname" name="obj"/>*

*--%>*

*<jsp:setProperty property="\*" name="obj"/>*

*Records are: <br/>*

*Student id is : <jsp:getProperty property="stid" name="obj"/>*

*<br/>*

*Student name is: <jsp:getProperty property="stname" name="obj"/>*

*</body>*

*</html>*

*Registration use case:*

***index.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<form action="process.jsp">*

*<pre>*

*Enter user name: <input type="text" name="name"/><br/>*

*Enter user email:<input type="text" name="email"/><br/>*

*Enter user password: <input type="password" name="password"/><br/>*

*<input type="submit" value="register"/>*

*</pre>*

*</form>*

*</body>*

*</html>*

***process.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*import="com.sopra.beans.RegisterDao"%>*

*<body>*

*<jsp:useBean id="obj" class="com.sopra.beans.User"></jsp:useBean>*

*<jsp:setProperty property="\*" name="obj"/>*

*<%*

*int status = RegisterDao.register(obj);*

*if(status>0)*

*{*

*out.println("you are successfully registerd");*

*}*

*%>*

*</body>*

*</html>*

***User.java:***

*package com.sopra.beans;*

*import java.io.Serializable;*

*public class User implements Serializable{*

*private String name;*

*private String email;*

*private String password;*

*public User()*

*{*

*}*

*public String getName() {*

*return name;*

*}*

*public void setName(String name) {*

*this.name = name;*

*}*

*public String getEmail() {*

*return email;*

*}*

*public void setEmail(String email) {*

*this.email = email;*

*}*

*public String getPassword() {*

*return password;*

*}*

*public void setPassword(String password) {*

*this.password = password;*

*}*

*}*

***RegisterDao.java:***

*package com.sopra.beans;*

*import java.sql.Connection;*

*import java.sql.DriverManager;*

*import java.sql.PreparedStatement;*

*public class RegisterDao {*

*static int status=0;*

*public static int register(User u)*

*{*

*try {*

*Class.forName("oracle.jdbc.driver.OracleDriver");*

*Connection con = DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","sopra","sopra");*

*PreparedStatement ps = con.prepareStatement("insert into user1 values(?,?,?)");*

*ps.setString(1, u.getName());*

*ps.setString(2, u.getEmail());*

*ps.setString(3, u.getPassword());*

*status = ps.executeUpdate();*

*}*

*catch(Exception e)*

*{*

*System.out.println(e);*

*}*

*return status;*

*}*

*}*

*jsp expression language:*

*it simplifies the accessibility of data stored in the java bean component.*

*and other objects like request,session,application etc..*

***syntax:***

*${expression}*

***index1.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<form action="usebean.jsp">*

*Enter Student id: <input type="text" name="stid"/><br/>*

*Enter Student Name: <input type="text" name="stname"/><br/>*

*<input type="submit" value="go"/>*

*</form>*

*</body>*

*</html>*

***useBean.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*import="com.sopra.beans.Student"*

*isELIgnored="false"%>*

*<body>*

*<jsp:useBean id="obj" class="com.sopra.beans.Student"></jsp:useBean>*

*<%-- <jsp:setProperty property="stid" name="obj" />*

*<jsp:setProperty property="stname" name="obj"/>*

*--%>*

*<jsp:setProperty property="\*" name="obj"/>*

*Records are: <br/>*

*<%-- Student id is : <jsp:getProperty property="stid" name="obj"/>*

*<br/>*

*Student name is: <jsp:getProperty property="stname" name="obj"/> --%>*

*<!--using jsp expression language --%>*

*Student id is: ${obj.stid} <br/>*

*Student name is: ${obj.stname}*

*</body>*

*</html>*

*Spring:*

* *it is a framework*
* *it means it contains both interfaces and implementation classes.*
* *2002 - Rod johnson - spring was released by him*
* *it is open source*
* ***purpose:*** *using this framework, what kind of applications we can develop?*

*->desktop applications*

*->web applications*

*What is the main advantage of spring f/w?*

* *we can achieve one important concept i.e. dependency injection*
* *using dependency injection, we can achieve loose coupling in between*

*classes.*

*tight coupling vs loose coupling:*

*class Car*

*{*

*Engine engine;*

*public Car(Engine engine)*

*{*

*//engine = new Engine("new engine");*

*}*

*}*

*class Engine{*

*public Engine("new new engine")*

*{*

*}*

*}*

* *maintainence of the program will be decreased*
* *From above program, both Car class and Engine classes are tightly coupled*

*with each other.*

* *To make it loosely coupled, we have to apply one design pattern*
* *In spring framework, we are applying inversion of control design pattern*

*to achieve that design pattern the concept name is 'dependency injection'.*

* *pivotal organization owned this spring in 2013 year.*

*spring f/w contains differnt modules*

* *spring core module*
* *spring jdbc module*
* *spring web mvc module*
* *spring orm module*
* *spring test module*
* *spring context module*

*steps to write a spring program using spring core module:*

*1.create a java project*

*2.create one package under src folder (com.sopra.bean)*

*3.create one bean class*

*4.under src we have to create spring configuration file to configure*

*beans.*

*5.add spring core jars to the buildpath of the application*

*6.create Test class and invoke business logic methods.*

***why should we configure java beans in spring configuration file?***

*because to create the object for java bean classes.*

***what is spring container in spring f/w?***

*spring container is responsible for creating java bean objects*

*managing , destrcution*

*spring container is the interface availabe in one package*

*-BeanFactory*

*-ApplicationContext*

***To work on spring core module what jar files we required?***

*commons logging*

*spring beans*

*spring context*

*spring expression*

*spring core*

***example:***

***Student.java:***

*package com.sopra.bean;*

*public class Student {*

*public void display()*

*{*

*System.out.println("iam from display");*

*}*

*}*

***spingcontext.xml:***

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">*

*<bean id="stu" class="com.sopra.bean.Student"/>*

*</beans>*

***Test.java:***

*package com.sopra.bean;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*public class Test {*

*public static void main(String[] args) {*

*//Student obj = new Student();*

*//obj.display();*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*Student stu = (Student)context.getBean("stu");*

*stu.display();*

*}*

*}*

***core java link:***

[*https://youtu.be/bsABDNNA9L0*](https://youtu.be/bsABDNNA9L0)

*Dependency injection can be achieved in spring in two ways*

*1.setter-based injection*

*2.constructor-based injection*

***setter injection:***

*Injecting primitive and string-based values by setter method*

***Student.java:***

*package com.sopra.beans;*

*import java.io.Serializable;*

*public class Student implements Serializable{*

*private int stid;*

*private String stname;*

*public int getStid() {*

*return stid;*

*}*

*public void setStid(int stid) {*

*this.stid = stid;*

*}*

*public String getStname() {*

*return stname;*

*}*

*public void setStname(String stname) {*

*this.stname = stname;*

*}*

*public Student()*

*{*

*}*

*@Override*

*public String toString() {*

*return "Student [stid=" + stid + ", stname=" + stname + "]";*

*}*

*}*

*springcontext.xml:*

*``````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">*

*<bean id="stu" class="com.sopra.beans.Student">*

*<property name="stid">*

*<value>300</value>*

*</property>*

*<property name="stname" value="Sopra"/>*

*</bean>*

*</beans>*

*Test.java:*

*```````````*

*package com.sopra.beans;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*public class Test {*

*public static void main(String[] args) {*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*Student stu = (Student)context.getBean("stu");*

*/\**

*\* System.out.println("student id: " + stu.getStid());*

*\* System.out.println("student name: " + stu.getStname());*

*\*/*

*System.out.println(stu);*

*}*

*}*

*constructor based injection:*

*````````````````````````````*

*if we inject the values by calling the corresponding constructor of the*

*bean is called constructor injection.*

*springcontext.xml:*

*`````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">*

*<bean id="stu" class="com.sopra.beans.Student">*

*<constructor-arg name="stid" value="300"></constructor-arg>*

*<constructor-arg name="stname" value="ram"></constructor-arg>*

*</bean>*

*</beans>*

*Student.java*

*`````````````*

*package com.sopra.beans;*

*import java.io.Serializable;*

*public class Student implements Serializable{*

*private int stid;*

*private String stname;*

*public Student()*

*{*

*}*

*public Student(int stid, String stname) {*

*super();*

*this.stid = stid;*

*this.stname = stname;*

*}*

*@Override*

*public String toString() {*

*return "Student [stid=" + stid + ", stname=" + stname + "]";*

*}*

*}*

*note:*

*`````*

*when we apply both setter injection and construtor injection , spring container*

*will take setter injection values.*

*how to inject reference type values:*

*````````````````````````````````````*

*Student.java:*

*`````````````*

*package com.sopra.beans;*

*public class Student {*

*private Address address;*

*public Address getAddress() {*

*return address;*

*}*

*public void setAddress(Address address) {*

*this.address = address;*

*}*

*public Student()*

*{*

*}*

*@Override*

*public String toString() {*

*return "Student [address=" + address + "]";*

*}*

*}*

*Address.java:*

*`````````````*

*package com.sopra.beans;*

*public class Address {*

*private String cityName;*

*private String stateName;*

*private String countryName;*

*public String getCityName() {*

*return cityName;*

*}*

*public void setCityName(String cityName) {*

*this.cityName = cityName;*

*}*

*public String getStateName() {*

*return stateName;*

*}*

*public void setStateName(String stateName) {*

*this.stateName = stateName;*

*}*

*public String getCountryName() {*

*return countryName;*

*}*

*public void setCountryName(String countryName) {*

*this.countryName = countryName;*

*}*

*public Address()*

*{*

*}*

*@Override*

*public String toString() {*

*return "Address [cityName=" + cityName + ", stateName=" + stateName + ", countryName=" + countryName + "]";*

*}*

*}*

*springcontext.xml:*

*```````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">*

*<bean id="stu" class="com.sopra.beans.Student">*

*<property name="address">*

*<ref bean="add"/>*

*</property>*

*</bean>*

*<bean id="add" class="com.sopra.beans.Address">*

*<property name="cityName" value="Hyd"/>*

*<property name="stateName" value="Tel"/>*

*<property name="countryName" value="India"/>*

*</bean>*

*</beans>*

*Test.java:*

*```````````*

*package com.sopra.beans;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*public class Test {*

*public static void main(String[] args) {*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*Student stu = (Student)context.getBean("stu");*

*System.out.println("city name is : " + stu.getAddress().getCityName());*

*System.out.println("state name is: " + stu.getAddress().getStateName());*

*System.out.println("country name is: " + stu.getAddress().getCountryName());*

*}*

*}*

*how to inject collection type values (list,set,map):*

*````````````````````````````````````````````````````*

*Student.java:*

*``````````````*

*package com.sopra.beans;*

*import java.util.List;*

*public class Student {*

*private int stid;*

*private String stname;*

*private List<String> subjects;*

*public int getStid() {*

*return stid;*

*}*

*public void setStid(int stid) {*

*this.stid = stid;*

*}*

*public String getStname() {*

*return stname;*

*}*

*public void setStname(String stname) {*

*this.stname = stname;*

*}*

*public List<String> getSubjects() {*

*return subjects;*

*}*

*public void setSubjects(List<String> subjects) {*

*this.subjects = subjects;*

*}*

*@Override*

*public String toString() {*

*return "Student [stid=" + stid + ", stname=" + stname + ", subjects=" + subjects + "]";*

*}*

*public Student()*

*{*

*}*

*}*

*springcontext.xml:*

*`````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">*

*<bean id="stu" class="com.sopra.beans.Student">*

*<property name="stid" value="100"/>*

*<property name="stname" value="Ram"/>*

*<property name="subjects">*

*<list>*

*<value>english</value>*

*<value>science</value>*

*<value>Hindhi</value>*

*</list>*

*</property>*

*</bean>*

*</beans>*

*Test.java:*

*````````````*

*package com.sopra.beans;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*public class Test {*

*public static void main(String[] args) {*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*Student stu = (Student)context.getBean("stu");*

*System.out.println(stu);*

*}*

*}*

*assignments:*

*```````````````*

*inject collection type values (set & map)*

*-how to inject reference type values*

*-how to inject collection type values (list)*

*autowiring:*

*```````````*

*Autowiring feature of spring framework enables you to inject the object*

*dependency(reference) implicitly.*

*It internally uses setter or constructor injection*

*note:*

*"""""*

*if we want to achieve autowiring we have to use autowire attribute for a*

*bean element.*

*possible values:*

*-byName*

*-byType*

*-Constructor*

*if autowire=byName*

*springcontext.xml:*

*```````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">*

*<bean id="stu" class="com.sopra.beans.Student" autowire="byName"/>*

*<bean id="address" class="com.sopra.beans.Address">*

*<property name="cityName" value="Hyd"/>*

*<property name="stateName" value="Tel"/>*

*<property name="countryName" value="India"/>*

*</bean>*

*</beans>*

*Student.java:*

*``````````````*

*package com.sopra.beans;*

*public class Student {*

*private Address address;*

*public Address getAddress() {*

*return address;*

*}*

*public void setAddress(Address address) {*

*this.address = address;*

*}*

*public Student()*

*{*

*}*

*@Override*

*public String toString() {*

*return "Student [address=" + address + "]";*

*}*

*}*

*note:*

*`````*

*when we are using either autowire attribute values are byName or byType*

*internally setter injection will happen.*

*if we use autowire attribute value as constructor internally it uses byType*

*only but constructor will injection happen.*

*springcontext.xml:*

*``````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">*

*<bean id="stu" class="com.sopra.beans.Student" autowire="constructor"/>*

*<bean class="com.sopra.beans.Address">*

*<property name="cityName" value="Hyd"/>*

*<property name="stateName" value="Tel"/>*

*<property name="countryName" value="India"/>*

*</bean>*

*</beans>*

*annotation based wiring:*

*`````````````````````````*

*So instead of using XML to describe a bean wiring,*

*you can move the bean configuration into the component class*

*itself by using annotations on the relevant class, method, or field declaration.*

*in case of annotation based wiring autowire attribute is not required*

*for a bean element.*

*we have to add @autowired annotation in the java bean class.*

*we no need to maintain any setter,or constructor for a bean class.*

*note:*

*````*

*by default spring container could not recognize these annotations , to recognize*

*we have to add one xml element in spring configuration file*

*<context:annotation-config/>*

*note:*

*````*

*to make it execute this , we have to add one more jar spring-aop*

*Student.java:*

*``````````````*

*package com.sopra.beans;*

*import org.springframework.beans.factory.annotation.Autowired;*

*public class Student {*

*@Autowired*

*private Address address;*

*public Student()*

*{*

*}*

*@Override*

*public String toString() {*

*return "Student [address=" + address + "]";*

*}*

*}*

*springcontext.xml:*

*``````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xmlns:context="http://www.springframework.org/schema/context"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd">*

*<context:annotation-config></context:annotation-config>*

*<bean id="stu" class="com.sopra.beans.Student"/> <!--Bean Tag used to create object of class-->*

*<bean class="com.sopra.beans.Address">*

*<property name="cityName" value="Hyd"/>*

*<property name="stateName" value="Tel"/>*

*<property name="countryName" value="India"/>*

*</bean>*

*</beans>*

*Test.java:*

*``````````*

*package com.sopra.beans;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*public class Test {*

*public static void main(String[] args) {*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*Student stu = (Student)context.getBean("stu");*

*System.out.println(stu);*

*}*

*}*

*autodisovery:*

*``````````````*

*Autodiscovery feature frees us from writing all bean declarations*

*and bean autowirings.*

*Note:*

*`````*

*this feature can be enabled by adding one xml element i.e.*

*<context:component-scan base-package=""/>*

*@Component annotation:*

*``````````````````````*

*@Component is an annotation that allows Spring to automatically detect*

*our custom beans. In other words, without having to write any explicit code,*

*Spring will: Scan our application for classes annotated with @Component.*

*Instantiate them and inject any specified dependencies into them.*

*Inject them wherever needed.*

*Student.java:*

*`````````````*

*package com.sopra.beans;*

*import org.springframework.beans.factory.annotation.Autowired;*

*import org.springframework.stereotype.Component;*

*@Component*

*public class Student {*

*@Autowired*

*private Address address;*

*public Student()*

*{*

*}*

*@Override*

*public String toString() {*

*return "Student [address=" + address + "]";*

*}*

*}*

*springcontext.xml:*

*``````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xmlns:context="http://www.springframework.org/schema/context"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd">*

*<context:component-scan base-package="com.sopra.beans"></context:component-scan>*

*<bean class="com.sopra.beans.Address">*

*<property name="cityName" value="Hyd"/>*

*<property name="stateName" value="Tel"/>*

*<property name="countryName" value="India"/>*

*</bean>*

*</beans>*

*Test.java:*

*```````````*

*package com.sopra.beans;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*public class Test {*

*public static void main(String[] args) {*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*Student stu = (Student)context.getBean("student");*

*System.out.println(stu);*

*}*

*}*

*-autowiring (byName,byType,constructor)*

*-annotation based wiring(@autowired)*

*-autodiscovery*

*maven:*

*``````*

*maven is a automation build tool*

*build:*

*compile the source code*

*execute the test cases*

*package the entire project as a jar or war*

*fetching the dependencies*

*maven/gradle*

*pom file*

*-> project object model*

*@Qualifier annotation*

*````````````````````*

*The @Qualifier annotation is used to resolve the autowiring conflict,*

*when there are multiple beans of same type.*

*College.java:*

*`````````````*

*package com.sopra.beans;*

*import org.springframework.beans.factory.annotation.Autowired;*

*import org.springframework.beans.factory.annotation.Qualifier;*

*public class College {*

*@Autowired*

*@Qualifier("stu2")*

*private Student student;*

*@Override*

*public String toString() {*

*return "College [student=" + student + "]";*

*}*

*public College()*

*{*

*}*

*}*

*Student.java:*

*`````````````*

*package com.sopra.beans;*

*public class Student {*

*private int stid;*

*private String stname;*

*public int getStid() {*

*return stid;*

*}*

*public void setStid(int stid) {*

*this.stid = stid;*

*}*

*public String getStname() {*

*return stname;*

*}*

*public void setStname(String stname) {*

*this.stname = stname;*

*}*

*public Student()*

*{*

*}*

*@Override*

*public String toString() {*

*return "Student [stid=" + stid + ", stname=" + stname + "]";*

*}*

*}*

*Test.java:*

*```````````*

*package com.sopra.beans;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*public class Test {*

*public static void main(String[] args) {*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*College col = (College)context.getBean("college");*

*System.out.println(col);*

*}*

*}*

*springcontext.xml:*

*```````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xmlns:context="http://www.springframework.org/schema/context"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd">*

*<context:annotation-config></context:annotation-config>*

*<bean id="college" class="com.sopra.beans.College">*

*</bean>*

*<bean id="stu1" class="com.sopra.beans.Student">*

*<property name="stid" value="100"/>*

*<property name="stname" value="ram"/>*

*</bean>*

*<bean id="stu2" class="com.sopra.beans.Student">*

*<property name="stid" value="200"/>*

*<property name="stname" value="nandini"/>*

*</bean>*

*</beans>*

*refer spring aop:*

*`````````````````*

*spring aop:*

*```````````*

*aop --> aspect oriented programming*

*oop -> object oriented programming*

*to separate the main logic with secondary logic*

*->atm (withdrawl the money ) -> main logic*

*secondary logic -> sms ->secondary logic*

*authentication --> secondary logics*

*->maintainence of the application will get improved*

*authentication*

*before main logic*

*sms service*

*aspect,joinpoint,advice,weaving,proxy.....*

*spring aop module:*

*```````````````````*

*aop -> aspect oriented programming*

*oop -> object oriented programming*

*atm machine -> withdrawing/checking the balance --> primary logics*

*secondary logics -> pin/sms --> secondary logics/cross cutting concerns*

*AOP breaks the program logic into distinct parts(called concerns).*

*It is used to increase modularity by cross cutting concerns.*

*A cross cutting concern is a concern that can affect the whole application*

*and should be centralized in one location*

*ex:*

*```*

*transaction management,authentication,logging,security.etc..*

*class Test{*

*public void m1();{//logging}*

*public void m2();*

*public void m3();*

*public void m4();*

*public void m5();*

*public void n1();*

*public void n2();*

*public void p1();*

*public void p2();*

*public void p3();*

*}*

*aop -> aspect oriented programing*

*implementation*

*->aspectj*

*->spring aop*

*->jboss aop*

*//busines logic*

*public void withdraw()*

*{*

*}*

*aspect -> @Aspect declares the class as aspect*

*pointcut ->declares the pointcut expression*

*authentication serivce*

*@Before- before advice, it is applied before calling the actual method*

*@After*

*@AfterReturning*

*@Around*

*@AfterThrowing*

*advice*

*joinpoint-it is saying which advice is associated with which actual method.*

*weaving*

*weaver*

*proxy*

*...*

*pointcut:*

*`````````*

*pointcut is an expression language of spring AOP module.*

*@Pointcut("execution(\* Operation.\*(..)")*

*public void doSomething(){*

*//cross cutting conern logic/secondary logic*

*}*

*@Pointcut("execution(public \* \*(..)")*

*@Pointcut("execution(public Operation \*(..)")*

*@Pointcut("execution(public Employee.set\*(..)")*

*@Pointcut("execution(int Operation.\*(..)")*

*example on aop :*

*````````````````*

*Operation.java(interface):*

*``````````````````````````````*

*package com.sopra;*

*public interface Operation {*

*void m1();*

*int n1();*

*void p1();*

*}*

*OperationImpl.java:*

*````````````````````*

*package com.sopra;*

*public class OperationImpl implements Operation {*

*public void m1()*

*{*

*System.out.println("iam from m1 method ");*

*}*

*public int n1()*

*{*

*System.out.println("iam from n1 method");*

*return 3;*

*}*

*public void p1()*

*{*

*System.out.println("iam from p1 method");*

*}*

*}*

*TrackOperation.java:*

*````````````````````*

*package com.sopra;*

*import org.aspectj.lang.JoinPoint;*

*import org.aspectj.lang.annotation.After;*

*import org.aspectj.lang.annotation.Around;*

*import org.aspectj.lang.annotation.Aspect;*

*import org.aspectj.lang.annotation.Before;*

*@Aspect*

*public class TrackOperation {*

*@After("execution(\* com.sopra.\*.\*())")*

*public void myadvice(JoinPoint jp)//it is advice*

*{*

*System.out.println("additional concern");*

*}*

*}*

*App.java:*

*``````````*

*package com.sopra;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*/\*\**

*\* Hello world!*

*\**

*\*/*

*public class App*

*{*

*public static void main( String[] args )*

*{*

*ApplicationContext context = new ClassPathXmlApplicationContext("config.xml");*

*Operation op = (Operation)context.getBean("op");*

*op.m1();*

*op.n1();*

*op.p1();*

*}*

*}*

*config.xml:*

*````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xmlns:context="http://www.springframework.org/schema/context"*

*xmlns:aop="http://www.springframework.org/schema/aop"*

*xsi:schemaLocation="http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans.xsd*

*http://www.springframework.org/schema/context*

*http://www.springframework.org/schema/context/spring-context.xsd*

*http://www.springframework.org/schema/aop*

*http://www.springframework.org/schema/aop/spring-aop.xsd">*

*<aop:aspectj-autoproxy></aop:aspectj-autoproxy>*

*<bean id="op" class="com.sopra.OperationImpl" />*

*<bean id="to" class="com.sopra.TrackOperation" />*

*</beans>*

*pom.xml:*

*`````````*

*<project xmlns="http://maven.apache.org/POM/4.0.0"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">*

*<modelVersion>4.0.0</modelVersion>*

*<groupId>com.cts</groupId>*

*<artifactId>spring-demo-8</artifactId>*

*<version>0.0.1-SNAPSHOT</version>*

*<packaging>jar</packaging>*

*<name>spring-demo-8</name>*

*<url>http://maven.apache.org</url>*

*<properties>*

*<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>*

*<maven.compiler.source>1.8</maven.compiler.source>*

*<maven.compiler.target>1.8</maven.compiler.target>*

*</properties>*

*<dependencies>*

*<dependency>*

*<groupId>junit</groupId>*

*<artifactId>junit</artifactId>*

*<version>3.8.1</version>*

*<scope>test</scope>*

*</dependency>*

*<!-- https://mvnrepository.com/artifact/org.springframework/spring-context -->*

*<dependency>*

*<groupId>org.springframework</groupId>*

*<artifactId>spring-context</artifactId>*

*<version>5.0.5.RELEASE</version>*

*</dependency>*

*<!-- https://mvnrepository.com/artifact/org.aspectj/aspectjrt -->*

*<dependency>*

*<groupId>org.aspectj</groupId>*

*<artifactId>aspectjrt</artifactId>*

*<version>1.9.1</version>*

*</dependency>*

*<!-- https://mvnrepository.com/artifact/org.aspectj/aspectjweaver -->*

*<dependency>*

*<groupId>org.aspectj</groupId>*

*<artifactId>aspectjweaver</artifactId>*

*<version>1.9.1</version>*

*</dependency>*

*<!-- https://mvnrepository.com/artifact/org.apache.poi/poi -->*

*<!-- https://mvnrepository.com/artifact/org.apache.poi/poi-ooxml -->*

*<dependency>*

*<groupId>org.apache.poi</groupId>*

*<artifactId>poi-ooxml</artifactId>*

*<version>3.9</version>*

*</dependency>*

*</dependencies>*

*</project>*

*java based configuration in spring*

*Java-based configuration option enables you to write most of your Spring*

*configuration without XML but with the help of few Java-based annotations*

*@Configuration*

*the class which is annotated with @Configuration it represents it contains*

*configurable information.*

*Annotating a class with the @Configuration indicates that the class can be*

*used by the Spring IoC container as a source of bean definitions.*

*The @Bean annotation tells Spring that a method annotated with @Bean will*

*return an object that should be registered as a bean in the Spring*

*application context.*

*Student.java:*

*`````````````*

*package com.sopra;*

*public class Student {*

*private int stid;*

*private String stname;*

*public int getStid() {*

*return stid;*

*}*

*public void setStid(int stid) {*

*this.stid = stid;*

*}*

*public String getStname() {*

*return stname;*

*}*

*public void setStname(String stname) {*

*this.stname = stname;*

*}*

*public Student()*

*{*

*}*

*}*

*MyConfig.java:*

*``````````````*

*package com.sopra;*

*import org.springframework.context.annotation.Bean;*

*import org.springframework.context.annotation.Configuration;*

*@Configuration*

*public class MyConfig {*

*@Bean("stu")*

*public Student getStudent()*

*{*

*return new Student();*

*}*

*}*

*App.java:*

*``````````*

*package com.sopra;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.annotation.AnnotationConfigApplicationContext;*

*/\*\**

*\* Hello world!*

*\**

*\*/*

*public class App*

*{*

*public static void main( String[] args )*

*{*

*ApplicationContext context = new AnnotationConfigApplicationContext(MyConfig.class);*

*Student stu = (Student)context.getBean("stu");*

*stu.setStid(100);*

*stu.setStname("ram");*

*System.out.println("student id: " + stu.getStid());*

*System.out.println("student name: " + stu.getStname());*

*}*

*}*

*spring jdbc module*

*purpose:*

*to implement persistence/database logic*

*jdbc:*

*load,connection,statement/prepareStatement,process the query,close the connection*

*JdbcTemplate*

*dao class*

*|*

*JdbcTemplate*

*|*

*DataSource(Interface)*

*|*

*DriverManagerDataSource*

*-driverClassName*

*-url*

*-username*

*-password*

*springcontext.xml:*

*```````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xmlns:context="http://www.springframework.org/schema/context"*

*xmlns:aop="http://www.springframework.org/schema/aop"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd*

*http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd">*

*<context:component-scan base-package="com.sopra"></context:component-scan>*

*<bean id="template" class="org.springframework.jdbc.core.JdbcTemplate">*

*<property name="dataSource" ref="ds"/>*

*</bean>*

*<bean id="ds" class="org.springframework.jdbc.datasource.DriverManagerDataSource">*

*<property name="driverClassName" value="oracle.jdbc.driver.OracleDriver"/>*

*<property name="url" value="jdbc:oracle:thin:@localhost:1521:xe"/>*

*<property name="username" value="sopra"/>*

*<property name="password" value="sopra"/>*

*</bean>*

*</beans>*

*Employee.java:*

*````````````````*

*package com.sopra.beans;*

*public class Employee {*

*private int empid;*

*private String firstName;*

*private String lastName;*

*public int getEmpid() {*

*return empid;*

*}*

*public void setEmpid(int empid) {*

*this.empid = empid;*

*}*

*public String getFirstName() {*

*return firstName;*

*}*

*public void setFirstName(String firstName) {*

*this.firstName = firstName;*

*}*

*public String getLastName() {*

*return lastName;*

*}*

*public void setLastName(String lastName) {*

*this.lastName = lastName;*

*}*

*public Employee(int empid, String firstName, String lastName) {*

*super();*

*this.empid = empid;*

*this.firstName = firstName;*

*this.lastName = lastName;*

*}*

*public Employee() {*

*super();*

*}*

*@Override*

*public String toString() {*

*return "Employee [empid=" + empid + ", firstName=" + firstName + ", lastName=" + lastName + "]";*

*}*

*}*

*EmployeeDao.java:*

*`````````````````*

*package com.sopra.dao;*

*import org.springframework.beans.factory.annotation.Autowired;*

*import org.springframework.jdbc.core.JdbcTemplate;*

*import org.springframework.stereotype.Component;*

*import com.sopra.beans.Employee;*

*@Component("dao")*

*public class EmployeeDao {*

*@Autowired*

*private JdbcTemplate jdbcTemplate;*

*public int saveEmployee(Employee e)*

*{*

*String sql = "insert into employee values(?,?,?)";*

*return jdbcTemplate.update(sql, e.getEmpid(),e.getFirstName(),e.getLastName());*

*}*

*//update,delete,select query,list of rows*

*}*

*App.java:*

*`````````*

*package com.sopra.beans;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*import com.sopra.dao.EmployeeDao;*

*/\*\**

*\* Hello world!*

*\**

*\*/*

*public class App*

*{*

*public static void main( String[] args )*

*{*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*EmployeeDao dao = (EmployeeDao)context.getBean("dao");*

*Employee emp = new Employee();*

*emp.setEmpid(101);*

*emp.setFirstName("nandini");*

*emp.setLastName("jain");*

*int x = dao.saveEmployee(emp);*

*System.out.println(x + "row(s) inserted");*

*}*

*}*

*Assignment*

*-select single row*

*-select all row*

*springcontext.xml:*

*```````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xmlns:context="http://www.springframework.org/schema/context"*

*xmlns:aop="http://www.springframework.org/schema/aop"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd*

*http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd">*

*<context:component-scan base-package="com.sopra"></context:component-scan>*

*<bean id="template" class="org.springframework.jdbc.core.JdbcTemplate">*

*<property name="dataSource" ref="ds"/>*

*</bean>*

*<bean id="ds" class="org.springframework.jdbc.datasource.DriverManagerDataSource">*

*<property name="driverClassName" value="oracle.jdbc.driver.OracleDriver"/>*

*<property name="url" value="jdbc:oracle:thin:@localhost:1521:xe"/>*

*<property name="username" value="sopra"/>*

*<property name="password" value="sopra"/>*

*</bean>*

*</beans>*

*Employee.java:*

*````````````````*

*package com.sopra.beans;*

*public class Employee {*

*private int empid;*

*private String firstName;*

*private String lastName;*

*public int getEmpid() {*

*return empid;*

*}*

*public void setEmpid(int empid) {*

*this.empid = empid;*

*}*

*public String getFirstName() {*

*return firstName;*

*}*

*public void setFirstName(String firstName) {*

*this.firstName = firstName;*

*}*

*public String getLastName() {*

*return lastName;*

*}*

*public void setLastName(String lastName) {*

*this.lastName = lastName;*

*}*

*public Employee(int empid, String firstName, String lastName) {*

*super();*

*this.empid = empid;*

*this.firstName = firstName;*

*this.lastName = lastName;*

*}*

*public Employee() {*

*super();*

*}*

*@Override*

*public String toString() {*

*return "Employee [empid=" + empid + ", firstName=" + firstName + ", lastName=" + lastName + "]";*

*}*

*}*

*EmployeeDao.java:*

*`````````````````*

*package com.sopra.dao;*

*import org.springframework.beans.factory.annotation.Autowired;*

*import org.springframework.jdbc.core.JdbcTemplate;*

*import org.springframework.stereotype.Component;*

*import com.sopra.beans.Employee;*

*@Component("dao")*

*public class EmployeeDao {*

*@Autowired*

*private JdbcTemplate jdbcTemplate;*

*public int saveEmployee(Employee e)*

*{*

*String sql = "insert into employee values(?,?,?)";*

*return jdbcTemplate.update(sql, e.getEmpid(),e.getFirstName(),e.getLastName());*

*}*

*//update,delete,select query,list of rows*

*public Employee read(int id)*

*{*

*String sql = "select \* from employee where id=?";*

*EmployeeRowMapper rowmapper = new EmployeeRowMapper();*

*return jdbcTemplate.queryForObject(sql, rowmapper,id);*

*}*

*public List<Employee> findAll()*

*{*

*String sql = "select \* From employee";*

*EmployeeRowMapper rowmapper = new EmployeeRowMapper();*

*return jdbcTemplate.query(sql, rowmapper);*

*}*

*}*

*App.java:*

*`````````*

*package com.sopra.beans;*

*import java.util.List;*

*import org.springframework.context.ApplicationContext;*

*import org.springframework.context.support.ClassPathXmlApplicationContext;*

*import com.sopra.dao.EmployeeDao;*

*/\*\**

*\* Hello world!*

*\**

*\*/*

*public class App*

*{*

*public static void main( String[] args )*

*{*

*ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");*

*EmployeeDao dao = (EmployeeDao)context.getBean("dao");*

*/\*Employee emp = new Employee();*

*emp.setEmpid(101);*

*emp.setFirstName("nandini");*

*emp.setLastName("jain");*

*int x = dao.saveEmployee(emp);*

*System.out.println(x + "row(s) inserted");\*/*

*/\* Employee emp = dao.read(101);*

*System.out.println("employee id is: " + emp.getEmpid());*

*System.out.println("employee first name is: " + emp.getFirstName());*

*System.out.println("employee last name is: " + emp.getLastName());*

*\*/*

*List<Employee> emps = dao.findAll();*

*for(Employee e: emps)*

*{*

*System.out.println(e.getEmpid() + " " + e.getFirstName() + " " + e.getLastName());*

*}*

*}*

*}*

*EmployeeRowMapper.java:*

*````````````````````````*

*package com.sopra.dao;*

*import java.sql.ResultSet;*

*import java.sql.SQLException;*

*import org.springframework.jdbc.core.RowMapper;*

*import com.sopra.beans.Employee;*

*public class EmployeeRowMapper implements RowMapper<Employee> {*

*public Employee mapRow(ResultSet rs, int rowNum) throws SQLException {*

*Employee emp = new Employee();*

*emp.setEmpid(rs.getInt(1));*

*emp.setFirstName(rs.getString(2));*

*emp.setLastName(rs.getString(3));*

*return emp;*

*}*

*}*

*spring web mvc module:*

*using this module, we are able to develop web applications.*

*flow:*

*`````*

*->explained daigram*

*1.create maven project by chooseing web-app archetype*

*2.right click on the project -> go to properties -> target runtime -> add server*

*3.open pom.xml and add spring web mvc dependecy*

*4.configure the DispatcherServlet class in web.xml file*

*5.create controller class under src/main/java under one package(com.sopra.controller)*

*make sure controller class must be annotated with @Controller annotation.*

*6.we configure view resolver class in spring configuration file*

*(InternalResourceViewResolver),*

*note: spring configuration file must be followed one naming conventions*

*<servlet-name>-servlet.xml*

*ex: dispatcher-servlet.xml*

*7.place the view page inside one location(WEB-INF/views/display.jsp)*

*8.run the application on top of server and pass the correct url so that*

*our view page will be rendered.*

*HelloController.java:*

*`````````````````````*

*package com.sopra.controller;*

*import org.springframework.stereotype.Controller;*

*import org.springframework.web.bind.annotation.RequestMapping;*

*import org.springframework.web.servlet.ModelAndView;*

*@Controller*

*public class HelloController {*

*@RequestMapping("/hello")*

*public ModelAndView hello()*

*{*

*ModelAndView mv = new ModelAndView();*

*//setting the view name*

*mv.setViewName("hello");*

*return mv;*

*}*

*}*

*web.xml:*

*````````*

*<!DOCTYPE web-app PUBLIC*

*"-//Sun Microsystems, Inc.//DTD Web Application 2.3//EN"*

*"http://java.sun.com/dtd/web-app\_2\_3.dtd" >*

*<web-app>*

*<servlet>*

*<servlet-name>spring</servlet-name>*

*<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>*

*</servlet>*

*<servlet-mapping>*

*<servlet-name>spring</servlet-name>*

*<url-pattern>/</url-pattern>*

*</servlet-mapping>*

*</web-app>*

*spring-servlet.xml:*

*```````````````````*

*<?xml version="1.0" encoding="UTF-8"?>*

*<beans xmlns="http://www.springframework.org/schema/beans"*

*xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"*

*xmlns:context="http://www.springframework.org/schema/context"*

*xmlns:aop="http://www.springframework.org/schema/aop"*

*xsi:schemaLocation="*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd*

*http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd">*

*<context:component-scan base-package="com.sopra"></context:component-scan>*

*<bean id="view" class="org.springframework.web.servlet.view.InternalResourceViewResolver">*

*<property name="prefix">*

*<value>/WEB-INF/jsp/</value>*

*</property>*

*<property name="suffix">*

*<value>.jsp</value>*

*</property>*

*</bean>*

*</beans>*

*hello.jsp:*

*`````````*

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h1>welcome to spring web mvc</h1>*

*</body>*

*</html>*

*note:*

*`````*

*don't forget to add the server to the spring web application.*

*->right click on project -> click on properties -> add target runtime*

*->add the server.*

![](data:image/png;base64,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)

*how to add the data to ModelAndView object:*

*```````````````````````````````````````````*

*HelloController.java:*

*````````````````````*

*package com.sopra.controller;*

*import org.springframework.stereotype.Controller;*

*import org.springframework.web.bind.annotation.RequestMapping;*

*import org.springframework.web.servlet.ModelAndView;*

*@Controller*

*public class HelloController {*

*@RequestMapping("/hello")*

*public ModelAndView hello()*

*{*

*ModelAndView mv = new ModelAndView();*

*mv.addObject("stid",100);*

*mv.addObject("stname","ram");*

*mv.addObject("staddress","hyd");*

*//setting the view name*

*mv.setViewName("hello");*

*return mv;*

*}*

*}*

*hello.jsp:*

*``````````*

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*isELIgnored="false"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h1>welcome to spring web mvc</h1><br/>*

*Student id: ${stid}<br/>*

*Student name: ${stname} <br/>*

*Student address: ${staddress}*

*</body>*

*</html>*

*how to add the java object to ModelAndView and make it displayed in view page:*

***HelloController.java****:*

*package com.sopra.controller;*

*import org.springframework.stereotype.Controller;*

*import org.springframework.web.bind.annotation.RequestMapping;*

*import org.springframework.web.servlet.ModelAndView;*

*import com.sopra.beans.Student;*

*@Controller*

*public class HelloController {*

*@RequestMapping("/hello")*

*public ModelAndView hello()*

*{*

*ModelAndView mv = new ModelAndView();*

*Student stu = new Student();*

*stu.setStid(100);*

*stu.setStname("Ram");*

*mv.addObject("student", stu);*

*//setting the view name*

*mv.setViewName("hello");*

*return mv;*

*}*

*}*

*hello.jsp:*

*```````````*

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*isELIgnored="false"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h1>welcome to spring web mvc</h1><br/>*

*Student Information: <br/>*

*${student}*

*</body>*

*</html>*

*how to add the List of java objects to ModelAndView and displayed in view page:*

***HelloController.java:***

*package com.sopra.controller;*

*import java.util.ArrayList;*

*import java.util.List;*

*import org.springframework.stereotype.Controller;*

*import org.springframework.web.bind.annotation.RequestMapping;*

*import org.springframework.web.servlet.ModelAndView;*

*import com.sopra.beans.Student;*

*@Controller*

*public class HelloController {*

*@RequestMapping("/hello")*

*public ModelAndView hello()*

*{*

*List<Student> students = new ArrayList<Student>();*

*ModelAndView mv = new ModelAndView();*

*Student stu1 = new Student();*

*stu1.setStid(100);*

*stu1.setStname("Ram");*

*Student stu2 = new Student();*

*stu2.setStid(200);*

*stu2.setStname("sopra");*

*students.add(stu1);*

*students.add(stu2);*

*mv.addObject("students",students);*

*//setting the view name*

*mv.setViewName("hello");*

*return mv;*

*}*

*}*

*hello.jsp:*

*```````````*

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*isELIgnored="false"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h1>welcome to spring web mvc</h1><br/>*

*Student Information: <br/>*

*${students}*

*</body>*

*</html>*

*how to send the data from view to controller and then controller to view:*

***RegistrationController.java:***

*package com.sopra.controllers;*

*import javax.servlet.http.HttpServletRequest;*

*import javax.servlet.http.HttpServletResponse;*

*import org.springframework.stereotype.Controller;*

*import org.springframework.web.bind.annotation.RequestMapping;*

*import org.springframework.web.bind.annotation.RequestMethod;*

*import org.springframework.web.servlet.ModelAndView;*

*import com.sopra.beans.Student;*

*@Controller*

*public class RegistrationController {*

*@RequestMapping("/showreg")*

*public ModelAndView showRegistrationPage()*

*{*

*ModelAndView mv = new ModelAndView();*

*mv.setViewName("userReg");*

*return mv;*

*}*

*@RequestMapping(value="/registerUser",method = RequestMethod.POST)*

*public ModelAndView registerStudent(HttpServletRequest request,HttpServletResponse response)*

*{*

*String stid = request.getParameter("stid");*

*String firstName = request.getParameter("firstName");*

*String lastName = request.getParameter("lastName");*

*Student stu = new Student();*

*stu.setStid(Integer.parseInt(stid));*

*stu.setFirstName(firstName);*

*stu.setLastName(lastName);*

*ModelAndView mv = new ModelAndView();*

*mv.addObject("stu", stu);*

*mv.setViewName("success");*

*return mv;*

*}*

*}*

***Student.java:***

*package com.sopra.beans;*

*public class Student {*

*private int stid;*

*private String firstName;*

*private String lastName;*

*public Student()*

*{*

*}*

*public int getStid() {*

*return stid;*

*}*

*public void setStid(int stid) {*

*this.stid = stid;*

*}*

*public String getFirstName() {*

*return firstName;*

*}*

*public void setFirstName(String firstName) {*

*this.firstName = firstName;*

*}*

*public String getLastName() {*

*return lastName;*

*}*

*public void setLastName(String lastName) {*

*this.lastName = lastName;*

*}*

*@Override*

*public String toString() {*

*return "Student [stid=" + stid + ", firstName=" + firstName + ", lastName=" + lastName + "]";*

*}*

*}*

***userReg.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*<h2>Registration page</h2>*

*<form action="registerUser" method="post">*

*<pre>*

*Enter Student Id: <input type="text" name="stid"/><br/>*

*Enter Student FirstName: <input type="text" name="firstName"/><br/>*

*Enter Student LastName: <input type="text" name="lastName"/><br/>*

*<input type="submit" value="register"/>*

*</pre>*

*</form>*

*</body>*

*</html>*

***success.jsp:***

*<%@ page language="java" contentType="text/html; charset=ISO-8859-1"*

*pageEncoding="ISO-8859-1"*

*isELIgnored="false"%>*

*<!DOCTYPE html>*

*<html>*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Insert title here</title>*

*</head>*

*<body>*

*Students Records are: <br/>*

*${stu}*

*</body>*

*</html>*

***assignment:****on top of this application apply spring jdbc module to store*

*student's data in the corresponding student table of db.*

*Registration with the help of JDBC in Spring Web Module*
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***Web.xml***

<!-- Step1: configure the DispatcherServlet class in web.xml file -->

<!DOCTYPE web-app PUBLIC

"-//Sun Microsystems, Inc.//DTD Web Application 2.3//EN"

"http://java.sun.com/dtd/web-app\_2\_3.dtd" >

<web-app>

<servlet>

<servlet-name>spring</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>spring</servlet-name>

<url-pattern>/</url-pattern></servlet-mapping></web-app>

***Controller\_class.java***

// Step2 :create controller class under src/main/java under one package(com.sopra.controller)

// make sure controller class must be annotated with @Controller annotation.

**package** com.spring;

**import** javax.servlet.http.HttpServletRequest;

**import** javax.servlet.http.HttpServletResponse;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.jdbc.core.JdbcTemplate;

**import** org.springframework.stereotype.Controller;

**import** org.springframework.web.bind.annotation.ModelAttribute;

**import** org.springframework.web.bind.annotation.RequestMapping;

**import** org.springframework.web.bind.annotation.RequestMethod;

**import** org.springframework.web.bind.annotation.RequestParam;

**import** org.springframework.web.servlet.ModelAndView;

**import** com.spring1.RecordDao;

@Controller

**public** **class** Controller\_Class {

@Autowired

**private** RecordDao dao;

@RequestMapping("/showreg")

**public** ModelAndView showRegistrationPage()

{

ModelAndView mv=**new** ModelAndView();

mv.setViewName("userReg");

**return** mv;

}

@RequestMapping(value="/registerUser",method = RequestMethod.***POST***)

// First Approach

// public ModelAndView registerStudent(HttpServletRequest req,HttpServletResponse res)

// {

// String stid = req.getParameter("stid");

// String firstName = req.getParameter("firstName");

// String lastName = req.getParameter("lastName");

// Student stu=new Student();

// stu.setStid(stid);

// stu.setFirstName(firstName);

// stu.setLastName(lastName);

// dao.register(stu);

//

//

// ModelAndView mv=new ModelAndView();

// mv.addObject("stu",stu);

// mv.setViewName("success");

// return mv;

// Second Approach

// public ModelAndView registerStudent(@RequestParam("stid") int stid, @RequestParam("firstName") String firstName, @RequestParam("lastName") String lastName)

// {

//

// Student stu=new Student();

// stu.setStid(stid);

// stu.setFirstName(firstName);

// stu.setLastName(lastName);

// dao.register(stu);

//

// ModelAndView mv=new ModelAndView();

// mv.addObject("stu",stu);

// mv.setViewName("success");

// return mv;

// Third Approach

**public** ModelAndView registerStudent(@ModelAttribute("stu") Student stu)

{

dao.register(stu);

ModelAndView mv=**new** ModelAndView();

mv.addObject("stu",stu);

mv.setViewName("success");

**return** mv;

}

}

**spring\_servlet.xml**

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns:context=*"http://www.springframework.org/schema/context"*

xmlns:aop=*"http://www.springframework.org/schema/aop"*

xsi:schemaLocation=*"*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd*

*http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd"*>

<context:component-scan base-package=*"com.spring,com.spring1"*></context:component-scan>

<bean id=*"view"* class=*"org.springframework.web.servlet.view.InternalResourceViewResolver"*>

<property name=*"prefix"*>

<value>/WEB-INF/views/</value>

</property>

<property name=*"suffix"*>

<value>.jsp</value>

</property>

</bean>

<!-- THE ABOVE CODE IS FOR JDBC -->

<bean id=*"template"* class=*"org.springframework.jdbc.core.JdbcTemplate"*>

<property name=*"dataSource"* ref=*"ds"*/>

</bean>

<bean id=*"ds"* class=*"org.springframework.jdbc.datasource.DriverManagerDataSource"*>

<property name=*"driverClassName"* value=*"com.mysql.cj.jdbc.Driver"*/>

<property name=*"url"* value=*"jdbc:mysql://localhost:3306/MyDatabase"*/>

<property name=*"username"* value=*"root"*/>

<property name=*"password"* value=*"123N@ndini04"*/>

</bean>

</beans>

**Success.jsp**

<%@ page language=*"java"* contentType=*"text/html; charset=ISO-8859-1"*

pageEncoding=*"ISO-8859-1"* isELIgnored=*"false"*%>

<!DOCTYPE html>

<html>

<head>

<meta charset=*"ISO-8859-1"*>

<title>Insert title here</title>

</head>

<body>

<!-- <h5>Successfully registered</h5><br/> -->

<h5>Successfully deleted</h5><br/>

<!-- <h5>Successfully updated</h5><br/> -->

</form>

</body>

</html>

**UserReg.jsp**

<%@ page language=*"java"* contentType=*"text/html; charset=ISO-8859-1"*

pageEncoding=*"ISO-8859-1"*%>

<!DOCTYPE html>

<html>

<head>

<meta charset=*"ISO-8859-1"*>

<title>Insert title here</title>

</head>

<body>

<h2>Registration page</h2>

<form action=*"registerUser"* method=*"post"*>

<pre>

Enter Student Id: <input type=*"text"* name=*"stid"*/><br/>

Enter Student FirstName: <input type=*"text"* name=*"firstName"*/><br/>

Enter Student LastName: <input type=*"text"* name=*"lastName"*/><br/>

<input type=*"submit"* value=*"Register"*/>

</pre>

</form>

**Student.java**

**package** com.spring;

**public** **class** Student {

**private** **int** stid;

**private** String firstName;

**private** String lastName;

**public** Student()

{

}

**public** **int** getStid() {

**return** stid;

}

**public** **void** setStid(**int** stid) {

**this**.stid = stid;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** String getLastName() {

**return** lastName;

}

**public** **void** setLastName(String lastName) {

**this**.lastName = lastName;

}

@Override

**public** String toString() {

**return** "Student [stid=" + stid + ", firstName=" + firstName + ", lastName=" + lastName + "]";

}

}

**RecordDao.java**

**package** com.spring1;

**import** java.sql.ResultSet;

**import** java.util.List;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.jdbc.core.JdbcTemplate;

**import** org.springframework.jdbc.core.ResultSetExtractor;

**import** org.springframework.stereotype.Component;

**import** org.springframework.stereotype.Repository;

**import** com.spring.Student;

@Repository

**public** **class** RecordDao {

@Autowired

**private** JdbcTemplate jdbcTemplate;

**public** **int** register(Student e)

{

// INSERT OPERATION

// String sql = "insert into employee values(?,?,?)";

// return jdbcTemplate.update(sql, e.getStid(),e.getFirstName(),e.getLastName());

// DELETE OPERATION

// String sql="Delete from Employee where empId=? ";

// return jdbcTemplate.update(sql,e.getStid());

// UPDATE OPERATION

String sql="update Employee set empfirstName=? where empId= ? ";

**return** jdbcTemplate.update(sql,e.getFirstName(),e.getStid());

}

}

**index.jsp**

<html>

<body>

<h2>Hello World!</h2>

</body>

</html>

**pom.xml**

<project xmlns=*"http://maven.apache.org/POM/4.0.0"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd"*>

<modelVersion>4.0.0</modelVersion>

<groupId>com.maven2</groupId>

<artifactId>Spring\_Web\_maven</artifactId>

<packaging>war</packaging>

<version>0.0.1-SNAPSHOT</version>

<name>Spring\_Web\_maven Maven Webapp</name>

<url>http://maven.apache.org</url>

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>3.8.1</version>

<scope>test</scope>

</dependency>

<!-- https://mvnrepository.com/artifact/org.springframework/spring-web -->

<!-- https://mvnrepository.com/artifact/org.springframework/spring-webmvc -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-webmvc</artifactId>

<version>5.3.10</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.springframework/spring-jdbc -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-jdbc</artifactId>

<version>5.3.10</version>

</dependency>

</dependencies>

<build><plugins><plugin><groupId>org.apache.maven.plugins</groupId><artifactId>maven-war-plugin</artifactId><version>3.3.1</version></plugin></plugins><finalName>check</finalName></build>

</project>

Hibernate:

hibernate is a orm framework

orm:

object relational mapping

dealing with java object --> database table

1 object --> 1 row of the table

instead of working on sql queries we can peform on top of our entity

class.

bean class

entity class

hibernate: to implment persistence logic

jdbc

spring jdbc

->

hibernate

hibernate architecutre includes many objects

-persistence object

-session factory

-transaction factory

-connection factory

-session

-transaction

steps to follow to develop hibernate application:

1.creat the maven project

2.add the hibernate core maven dependecy in pom.xml

3.under src/main/java right click -> new -> xml file(student.hbm.xml file)

4.under src/main/java right click -> new -> xml file(hibernate.cfg.xml)

5.under src/main/java create two packages (com.sopra.entity --> entity class,

com.sopra-> test class)

6.prepare entity class

7.prepare test class

8.run the application and check the db

**pom.xml:**

````````

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.sopra</groupId>

<artifactId>hibernate-demo-1</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>hibernate-demo-1</name>

<url>http://maven.apache.org</url>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

</properties>

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>3.8.1</version>

<scope>test</scope>

</dependency>

<!-- https://mvnrepository.com/artifact/org.hibernate/hibernate-core -->

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-core</artifactId>

<version>5.5.7.Final</version>

</dependency>

</dependencies>

</project>

**student.hbm.xml:**

````````````````

<?xml version = "1.0" encoding = "utf-8"?>

<!DOCTYPE hibernate-mapping PUBLIC

"-//Hibernate/Hibernate Mapping DTD//EN"

"http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd">

<hibernate-mapping>

<class name="com.sopra.entity.Student" table="student">

<id name="stid">

<generator class="assigned"></generator>

</id>

<property name="firstName"></property>

<property name="lastName"></property>

</class>

</hibernate-mapping>

**hibernate.cfg.xml:**

`````````````````````

<?xml version = "1.0" encoding = "utf-8"?>

<!DOCTYPE hibernate-configuration SYSTEM

"http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<!-- data base properties -->

<property name="connection.driver\_class">oracle.jdbc.driver.OracleDriver</property>

<property name="connection.url">jdbc:oracle:thin:@localhost:1521:xe</property>

<property name="connection.username">sopra</property>

<property name="connection.password">sopra</property>

<!-- hibernate properties -->

<property name="dialect">org.hibernate.dialect.Oracle9Dialect</property>

<property name="show\_sql">true</property>

<property name="format\_sql">true</property>

<!-- mapping file -->

<mapping resource="student.hbm.xml"/>

</session-factory>

</hibernate-configuration>

**Student.java:**

`````````````

package com.sopra.entity;

public class Student {

private int stid;

private String firstName;

private String lastName;

public int getStid() {

return stid;

}

public void setStid(int stid) {

this.stid = stid;

}

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

public Student()

{

}

}

**Test.java:**

``````````

package com.sopra;

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.Transaction;

import org.hibernate.boot.Metadata;

import org.hibernate.boot.MetadataSources;

import org.hibernate.boot.registry.StandardServiceRegistry;

import org.hibernate.boot.registry.StandardServiceRegistryBuilder;

import com.sopra.entity.Student;

/\*\*

\* Hello world!

\*

\*/

public class App {

public static void main(String[] args) {

StandardServiceRegistry ssr = new StandardServiceRegistryBuilder().configure("hibernate.cfg.xml").build();

Metadata meta = new MetadataSources(ssr).getMetadataBuilder().build();

SessionFactory factory = meta.getSessionFactoryBuilder().build();

Session session = factory.openSession();

Transaction transaction = session.beginTransaction();

Student stu = new Student();

stu.setStid(102);

stu.setFirstName("ram");

stu.setLastName("s");

session.save(stu);

transaction.commit();

System.out.println("successfully saved");

factory.close();

session.close();

}

}

**note:**

````

right click on the project, add ojdbc jar file for our database

Improvement of previous code using Annotation(@Entity, @Id) and without hibernate mapping file (”filename.hbm.xml”)

**Student.java:**

package com.sopra.entity;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

//@Table(name = "student")

public class Student {

@Id

//@Column(name = "stid")

private int stid;

// @Column(name="firstName")

private String firstName;

//@Column(name="lastName")

private String lastName;

public int getStid() {

return stid;

}

public void setStid(int stid) {

this.stid = stid;

}

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

public Student()

{

}

}

**note:**

jpa is the specification/interfaces for orm(object relational mapping)

-sunmicrosystem

-hibernate is the popular one

-ibatis

-toplink

**hibernate.cfg.xml**

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!-- HIBERNATE CONFIGURATION FILE -->

<!DOCTYPE hibernate-configuration SYSTEM

"http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<!-- data base properties -->

<property name=*"connection.driver\_class"*>com.mysql.jdbc.Driver</property>

<property name=*"connection.url"*>jdbc:mysql://localhost:3306/MyDatabase</property>

<property name=*"connection.username"*>root</property>

<property name=*"connection.password"*>123N@ndini04</property>

<!-- hibernate properties -->

<property name=*"dialect"*>org.hibernate.dialect.MySQL5Dialect</property>

<property name=*"show\_sql"*>true</property>

<property name=*"format\_sql"*>true</property>

<!-- NEWLY ADDED PROPERTY THIS <property name="hbm2ddl.auto">create/update</property> FOR ANNOTATION

create:when we give this property value as create, it will always drop the existing

table and it will create the new table. WHILE

update: when we give this property value as update, it will not drop the existing

table just it will perform the operations on top of the existing table.

-->

<!-- <property name="hbm2ddl.auto">create</property> -->

<property name=*"hbm2ddl.auto"*>update</property>

<!-- mapping file -->

<!-- INSTEAD OF THIS LINE <mapping resource="student.hbm.xml"/> USE BELOW ONE FOR ANNOTATION -->

<mapping class=*"com.hibernate.entity.Student"*/>

</session-factory>

</hibernate-configuration>

**Test.java**

**package** com.hibernate;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.hibernate.boot.Metadata;

**import** org.hibernate.boot.MetadataSources;

**import** org.hibernate.boot.registry.StandardServiceRegistry;

**import** org.hibernate.boot.registry.StandardServiceRegistryBuilder;

**import** com.hibernate.entity.Student;

**public** **class** Test {

**public** **static** **void** main(String[] args) {

StandardServiceRegistry ssr = **new** StandardServiceRegistryBuilder().configure("hibernate.cfg.xml").build();

Metadata meta = **new** MetadataSources(ssr).getMetadataBuilder().build();

SessionFactory factory = meta.getSessionFactoryBuilder().build();

Session session = factory.openSession();

Transaction transaction = session.beginTransaction();

Student stu = **new** Student();

stu.setId(102);

stu.setFirstname("kajol");

stu.setLastname("verma");

session.save(stu);

transaction.commit();

System.***out***.println("Operation Successful");

factory.close();

session.close();

}

}

**create vs update of hbm2ddl.auto value:**

* create:

when we give this property value as create, it will always drop the existing

table and it will create the new table.

* update:

when we give this property value as update, it will not drop the existing

table just it will perform the operations on top of the existing table.

**Note:**

* @column and @ table is optional as if it is not mentioned then table created with name same as entity class name and column created with the name same as entity class instance variable name.
* @Entity(use above the entity class) and @Id(use above the primary key variable declaration) is mandatory.

custom generator:

we can apply the custom generator also for this we have

to define one java class that must be implements from

IdentifierGenerator and then we can override generate() with our own custom

generator logic and then we can apply this strategy in our model class.

**CustomGenerator.java:**

package com.sopra.entity;

import java.io.Serializable;

import java.util.Random;

import org.hibernate.HibernateException;

import org.hibernate.engine.spi.SharedSessionContractImplementor;

import org.hibernate.id.IdentifierGenerator;

public class CustomGenerator implements IdentifierGenerator {

public Serializable generate(SharedSessionContractImplementor session, Object object) throws HibernateException {

int id=0;

Random random = new Random();

id=random.nextInt(1000);

return "stu-" + id;

}

}

hibernate web application (hibernate + jsp integration):
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**index.jsp:**

<html>

<body>

<form action="process.jsp" method="post">

Student's First Name: <input type="text" name="firstName"/><br/>

Student's Last Name: <input type="text" name="lastName"/><br/>

<input type="submit" value="register"/>

</form>

</body>

</html>

**process.jsp:**

<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

pageEncoding="ISO-8859-1"

import="com.sopra.dao.StudentDao"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Insert title here</title>

</head>

<body>

<jsp:useBean id="stu" class="com.sopra.entity.Student"></jsp:useBean>

<jsp:setProperty property="\*" name="stu"/>

<%

int x = StudentDao.register(stu);

if(x>0)

{

out.println("successfully registered");

}

%>

</body>

</html>

**hibernate.cfg.xml:**

<?xml version = "1.0" encoding = "utf-8"?>

<!DOCTYPE hibernate-configuration SYSTEM

"http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<!-- data base properties -->

<property name="connection.driver\_class">oracle.jdbc.driver.OracleDriver</property>

<property name="connection.url">jdbc:oracle:thin:@localhost:1521:xe</property>

<property name="connection.username">sopra</property>

<property name="connection.password">sopra</property>

<!-- hibernate properties -->

<property name="dialect">org.hibernate.dialect.Oracle9Dialect</property>

<property name="show\_sql">true</property>

<property name="format\_sql">true</property>

<property name="hbm2ddl.auto">create</property>

<!-- mapping file -->

<mapping class="com.sopra.entity.Student"/>

</session-factory>

</hibernate-configuration>

**Student.java:**

package com.sopra.entity;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import org.hibernate.annotations.GenericGenerator;

@Entity

public class Student {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private int stid;

private String firstName;

private String lastName;

public int getStid() {

return stid;

}

public void setStid(int stid) {

this.stid = stid;

}

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

public Student()

{

}

}

**StudentDao.java:**

package com.sopra.dao;

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.Transaction;

import org.hibernate.boot.Metadata;

import org.hibernate.boot.MetadataSources;

import org.hibernate.boot.registry.StandardServiceRegistry;

import org.hibernate.boot.registry.StandardServiceRegistryBuilder;

import com.sopra.entity.Student;

public class StudentDao {

public static int register(Student st)

{

int i=0;

StandardServiceRegistry ssr = new StandardServiceRegistryBuilder().configure("hibernate.cfg.xml").build();

Metadata meta = new MetadataSources(ssr).getMetadataBuilder().build();

SessionFactory factory = meta.getSessionFactoryBuilder().build();

Session session = factory.openSession();

Transaction transaction = session.beginTransaction();

i = (Integer)session.save(st);

transaction.commit();

factory.close();

session.close();

return i;

}

}

**note:**

make sure add ojdbc jar to the buildpath and lib folder of project

Hibernate inheritance mapping:

->there are three inheritance mapping strategies are there

1.table per hierarchy

2.table per concrete class

3.table per subclass

**1.table per hierarchy:**

in table per hierarchy single table is required to map the whole hierarchy

an extra column is added to the the table to identify the class.

null values are stored in the table.

**2.table per concrete class:**

in case of table per concrete class, tables are created as per class.

But duplicate column added in subclass tables.

**3.table per subclass:**

in this strategy, tables are created as per class but related by

foregin key.

so there are no duplicate columns.

Employee emp = new Employee();

emp.setName("ram");

Regular\_Employee re = new Regular\_Employee();

re.setName("jain");

re.setSalary(70000);

re.setBonus(678);

Contract\_Employee ce = new Contract\_Employee();

ce.setName("rk");

ce.setPay\_per\_hour(8000);

ce.setContract\_duration("9 hours");

type

`````

employee

regularemployee

contractemployee

**Employee.java:**

`````````````

package com.sopra.entities;

import javax.persistence.DiscriminatorColumn;

import javax.persistence.DiscriminatorType;

import javax.persistence.DiscriminatorValue;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.Inheritance;

import javax.persistence.InheritanceType;

@Entity

@Inheritance(strategy = InheritanceType.SINGLE\_TABLE)

@DiscriminatorColumn(name = "type",discriminatorType = DiscriminatorType.STRING)

@DiscriminatorValue("employee")

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private int id;

private String name;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**Regular\_Employee.java:**

``````````````````````

package com.sopra.entities;

import javax.persistence.DiscriminatorValue;

import javax.persistence.Entity;

@Entity

@DiscriminatorValue("regularemployee")

public class Regular\_Employee extends Employee {

private float salary;

private int bonus;

public float getSalary() {

return salary;

}

public void setSalary(float salary) {

this.salary = salary;

}

public int getBonus() {

return bonus;

}

public void setBonus(int bonus) {

this.bonus = bonus;

}

}

**Contract\_Employee.java:**

```````````````````````

package com.sopra.entities;

import javax.persistence.DiscriminatorValue;

import javax.persistence.Entity;

@Entity

@DiscriminatorValue("contractemployee")

public class Contract\_Employee extends Employee {

private float pay\_per\_hour;

private String contract\_duration;

public float getPay\_per\_hour() {

return pay\_per\_hour;

}

public void setPay\_per\_hour(float pay\_per\_hour) {

this.pay\_per\_hour = pay\_per\_hour;

}

public String getContract\_duration() {

return contract\_duration;

}

public void setContract\_duration(String contract\_duration) {

this.contract\_duration = contract\_duration;

}

}

**App.java:**

``````````

package com.sopra;

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.Transaction;

import org.hibernate.boot.Metadata;

import org.hibernate.boot.MetadataSources;

import org.hibernate.boot.registry.StandardServiceRegistry;

import org.hibernate.boot.registry.StandardServiceRegistryBuilder;

import com.sopra.entities.Contract\_Employee;

import com.sopra.entities.Employee;

import com.sopra.entities.Regular\_Employee;

/\*\*

\* Hello world!

\*

\*/

public class App {

public static void main(String[] args) {

StandardServiceRegistry ssr = new StandardServiceRegistryBuilder().configure("hibernate.cfg.xml").build();

Metadata meta = new MetadataSources(ssr).getMetadataBuilder().build();

SessionFactory factory = meta.getSessionFactoryBuilder().build();

Session session = factory.openSession();

Transaction transaction = session.beginTransaction();

Employee emp = new Employee();

emp.setName("Ram");

Regular\_Employee re = new Regular\_Employee();

re.setName("jain");

re.setSalary(778787f);

re.setBonus(678);

Contract\_Employee ce = new Contract\_Employee();

ce.setName("xyz");

ce.setPay\_per\_hour(676);

ce.setContract\_duration("8hours");

session.save(emp);

session.save(re);

session.save(ce);

transaction.commit();

System.out.println("successfully saved");

factory.close();

session.close();

}

}

**hibernate.cfg.xml:**

``````````````````

<?xml version = "1.0" encoding = "utf-8"?>

<!DOCTYPE hibernate-configuration SYSTEM

"http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<!-- data base properties -->

<property name="connection.driver\_class">oracle.jdbc.driver.OracleDriver</property>

<property name="connection.url">jdbc:oracle:thin:@localhost:1521:xe</property>

<property name="connection.username">sopra</property>

<property name="connection.password">sopra</property>

<!-- hibernate properties -->

<property name="dialect">org.hibernate.dialect.Oracle9Dialect</property>

<property name="show\_sql">true</property>

<property name="format\_sql">true</property>

<property name="hbm2ddl.auto">create</property>

<!-- mapping file -->

<mapping class="com.sopra.entities.Employee"/>

<mapping class="com.sopra.entities.Regular\_Employee"/>

<mapping class="com.sopra.entities.Contract\_Employee"/>

</session-factory>

</hibernate-configuration>

table per concrete class strategie:

```````````````````````````````````

**Employee.java:**

``````````````

package com.sopra.entities;

import javax.persistence.DiscriminatorColumn;

import javax.persistence.DiscriminatorType;

import javax.persistence.DiscriminatorValue;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.Inheritance;

import javax.persistence.InheritanceType;

@Entity

@Inheritance(strategy = InheritanceType.TABLE\_PER\_CLASS)

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private int id;

private String name;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**Regular\_Employee.java:**

```````````````````````

package com.sopra.entities;

import javax.persistence.DiscriminatorValue;

import javax.persistence.Entity;

@Entity

public class Regular\_Employee extends Employee {

private float salary;

private int bonus;

public float getSalary() {

return salary;

}

public void setSalary(float salary) {

this.salary = salary;

}

public int getBonus() {

return bonus;

}

public void setBonus(int bonus) {

this.bonus = bonus;

}

}

**Contract\_Employee.java:**

```````````````````````

package com.sopra.entities;

import javax.persistence.DiscriminatorValue;

import javax.persistence.Entity;

@Entity

public class Contract\_Employee extends Employee {

private float pay\_per\_hour;

private String contract\_duration;

public float getPay\_per\_hour() {

return pay\_per\_hour;

}

public void setPay\_per\_hour(float pay\_per\_hour) {

this.pay\_per\_hour = pay\_per\_hour;

}

public String getContract\_duration() {

return contract\_duration;

}

public void setContract\_duration(String contract\_duration) {

this.contract\_duration = contract\_duration;

}

}

**assignment:**

````````````

table per sub class strategy

hibernate query language:

hibernate query language -> sql

but it doesn't depends on table of the database

it is depending on entity class name and it's properties

so hql -> data base independent query lanugage

**Query interface:**

it is an object oriented representation of hibernate query.

the object of Query can be obtained -> createQuery() of Session interface

executeUpdate()- execute update /delete

list()

setFirstResult(int rowno)

**example:**

````````

package com.sopra;

import java.util.List;

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.Transaction;

import org.hibernate.boot.Metadata;

import org.hibernate.boot.MetadataSources;

import org.hibernate.boot.registry.StandardServiceRegistry;

import org.hibernate.boot.registry.StandardServiceRegistryBuilder;

import org.hibernate.query.Query;

import com.sopra.entity.Student;

/\*\*

\* Hello world!

\*

\*/

public class App {

public static void main(String[] args) {

StandardServiceRegistry ssr = new StandardServiceRegistryBuilder().configure("hibernate.cfg.xml").build();

Metadata meta = new MetadataSources(ssr).getMetadataBuilder().build();

SessionFactory factory = meta.getSessionFactoryBuilder().build();

Session session = factory.openSession();

Transaction transaction = session.beginTransaction();

Query query = session.createQuery("from Student");

query.setFirstResult(0);

query.setMaxResults(3);

List list = query.list();

System.out.println(list);

transaction.commit();

System.out.println("successfully saved");

factory.close();

session.close();

}

}

**update query using hql:**

package com.sopra;

import java.util.List;

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.Transaction;

import org.hibernate.boot.Metadata;

import org.hibernate.boot.MetadataSources;

import org.hibernate.boot.registry.StandardServiceRegistry;

import org.hibernate.boot.registry.StandardServiceRegistryBuilder;

import org.hibernate.query.Query;

import com.sopra.entity.Student;

/\*\*

\* Hello world!

\*

\*/

public class App {

public static void main(String[] args) {

StandardServiceRegistry ssr = new StandardServiceRegistryBuilder().configure("hibernate.cfg.xml").build();

Metadata meta = new MetadataSources(ssr).getMetadataBuilder().build();

SessionFactory factory = meta.getSessionFactoryBuilder().build();

Session session = factory.openSession();

Transaction transaction = session.beginTransaction();

Query query = session.createQuery("update Student set firstName=:fn where stid=:id");

query.setParameter("fn","verma");

query.setParameter("id", 1);

int status = query.executeUpdate();

transaction.commit();

System.out.println("successfully updated");

factory.close();

session.close();

}

}

spring and hibernate integration:

spring orm module:

spring orm module -> 1 line of code

->in hibernate f/w, we provide all the database information in

hibernate.cfg.xml

->But if we are going to integrate the hibernation with spring

we don't need to create the hibernate.cfg.xml

we can provide all this information in spring configuration file.

advantages of spring f/w with hibernate:

the spring f/w provides HibernateTemplate class, so you don't need to follow

so many steps like creating configuration , buildsessionfactory,

session,beginning and commiting transaction etc.

->so it saves a lot of code.

Student stu = new Student(100,"ram","sopra");

hibernateTemplate.save(stu);

**spring orm crud use case:**

1.create a table in the database

-it is optional

2.create a spring configuration file(springcontext.xml)

-it contains information of SessionFactory,DataSource...

3.Create Student.java file

-it is the persistent class/entity class/model class

4.create StudentDao.java

-it is the dao class that uses HibernateTemplate

5.create Test file

-it calls methods of EmployeeDao

**Student.java:**

package com.sopra.beans;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

@Entity

public class Student {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private int id;

private String firstName;

private String lastName;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

@Override

public String toString() {

return "Student [id=" + id + ", firstName=" + firstName + ", lastName=" + lastName + "]";

}

}

**StudentDao.java:**

````````````````

package com.sopra.dao;

import com.sopra.beans.Student;

public interface StudentDao {

int saveStudent(Student student);

}

**StudentDaoImpl.java:**

`````````````````````

package com.sopra.dao;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.orm.hibernate5.HibernateTemplate;

import org.springframework.transaction.annotation.Transactional;

import com.sopra.beans.Student;

public class StudentDaoImpl implements StudentDao {

@Autowired

private HibernateTemplate template;

public HibernateTemplate getTemplate() {

return template;

}

public void setTemplate(HibernateTemplate template) {

this.template = template;

}

@Transactional

public int saveStudent(Student student) {

Integer result=(Integer)template.save(student);

return result;

}

}

**Test.java:**

```````````

package com.sopra;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.sopra.beans.Student;

import com.sopra.dao.StudentDao;

/\*\*

\* Hello world!

\*

\*/

public class App

{

public static void main(String[] args) {

ApplicationContext context = new ClassPathXmlApplicationContext("springcontext.xml");

StudentDao dao = (StudentDao)context.getBean("dao");

Student stu = new Student();

stu.setFirstName("ram");

stu.setLastName("sopra");

int x = dao.saveStudent(stu);

System.out.println(x + "row(s) inserted");

}

}

**springcontext.xml:**

```````````````````

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:aop="http://www.springframework.org/schema/aop"

xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd

http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx.xsd">

<tx:annotation-driven/>

<context:component-scan base-package="com.sopra"></context:component-scan>

<bean id="dao" class="com.sopra.dao.StudentDaoImpl">

<property name="template" ref="template" />

</bean>

<bean id="template"

class="org.springframework.orm.hibernate5.HibernateTemplate">

<property name="sessionFactory" ref="mySessionFactory" />

</bean>

<bean id="mySessionFactory"

class="org.springframework.orm.hibernate5.LocalSessionFactoryBean">

<property name="dataSource" ref="ds" />

<property name="annotatedClasses">

<list>

<value>com.sopra.beans.Student</value>

</list>

</property>

<property name="hibernateProperties">

<props>

<prop key="hibernate.dialect">org.hibernate.dialect.Oracle10gDialect</prop>

<prop key="hibernate.hbm2ddl.auto">create</prop>

<prop key="hibernate.show\_sql">true</prop>

<prop key="hibernate.format\_sql">true</prop>

</props>

</property>

</bean>

<bean id="ds"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName"

value="oracle.jdbc.driver.OracleDriver" />

<property name="url"

value="jdbc:oracle:thin:@localhost:1521:xe" />

<property name="username" value="sopra" />

<property name="password" value="sopra" />

</bean>

<bean class="org.springframework.orm.hibernate5.HibernateTransactionManager" name="transactionManager">

<property name="sessionFactory" ref="mySessionFactory"/>

</bean>

</beans>

**pom.xml:**

````````

->spring context

->hibernate core

->spring orm

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.sopra</groupId>

<artifactId>spring-orm-deom</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>spring-orm-deom</name>

<url>http://maven.apache.org</url>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

</properties>

<dependencies>

<!-- https://mvnrepository.com/artifact/org.springframework/spring-context -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>5.3.10</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.hibernate/hibernate-core -->

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-core</artifactId>

<version>5.5.7.Final</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.springframework/spring-orm -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-orm</artifactId>

<version>5.3.10</version>

</dependency>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>3.8.1</version>

<scope>test</scope>

</dependency>

</dependencies>

</project>

spring web mvc application w.r.to java based configuration:

index.jsp:

`````````

<html>

<body>

<form action="greet">

<input type="submit" value="press to greet">

</form>

</body>

</html>

GreetController.java:

````````````````````

package com.sopra.web;

import org.springframework.stereotype.Controller;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.servlet.ModelAndView;

@Controller

public class GreetController {

@RequestMapping("/greet")

public ModelAndView showView()

{

ModelAndView mv = new ModelAndView();

mv.setViewName("result");

mv.addObject("res","Sopra welcomes you to Spring");

return mv;

}

}

MyConfig.java:

`````````````

package com.sopra.web;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

import org.springframework.web.servlet.ViewResolver;

import org.springframework.web.servlet.config.annotation.WebMvcConfigurer;

import org.springframework.web.servlet.view.InternalResourceViewResolver;

@Configuration

public class MyConfig implements WebMvcConfigurer {

@Bean

public ViewResolver view()

{

InternalResourceViewResolver ivr = new InternalResourceViewResolver();

ivr.setPrefix("/WEB-INF/jsps/");

ivr.setSuffix(".jsp");

return ivr;

}

}

WebInitializer.java:

````````````````````

package com.sopra.web;

import org.springframework.web.servlet.support.AbstractAnnotationConfigDispatcherServletInitializer;

public class WebInitializer extends AbstractAnnotationConfigDispatcherServletInitializer {

@Override

protected Class<?>[] getRootConfigClasses() {

// TODO Auto-generated method stub

return null;

}

@Override

protected Class<?>[] getServletConfigClasses() {

// TODO Auto-generated method stub

return new Class[] {MyConfig.class};

}

@Override

protected String[] getServletMappings() {

// TODO Auto-generated method stub

return new String[] {"/"};

}

}

result.jsp:

<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

pageEncoding="ISO-8859-1"

isELIgnored="false"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Insert title here</title>

</head>

<body>

${res}

</body>

</html>

**Assignment:**

develop the registration application using spring web mvc orm module w.r.to java based configuration

http://javainsimpleway.com/spring-mvc-with-hibernate-crud-example/

Development Steps

1.Create a Maven Web Application

2.Add Dependencies - pom.xml File

3.Project Structure

4.AppInitializer - Register a DispatcherServlet using Java-based Spring configuration

5.AppContext - Spring and Hibernate Integration using Java-based Spring configuration

6.WebMvcConfig - Spring MVC Bean Configuration using Java-based Spring configuration

7.JPA Entity - Customer.java

8.Spring MVC Controller Class - CustomerController.java

9.Service Layer - CustomerService.java and CustomerServiceImpl.java

10.DAO Layer - CustomerDAO.java and CustomerDAOImpl.java 11 JSP Views - customer-form.jsp and list-customers.jsp

11.Serve Static Resources - CSS and JS

12.Build and Run an application

spring orm mvc registration application:

**EmployeeController.java:**

package com.sopra.controller;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Controller;

import org.springframework.ui.ModelMap;

import org.springframework.web.bind.annotation.ModelAttribute;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RequestMethod;

import org.springframework.web.bind.annotation.RequestParam;

import org.springframework.web.servlet.ModelAndView;

import com.sopra.entity.Employee;

import com.sopra.service.EmployeeService;

@Controller

public class EmployeeController {

@Autowired

private EmployeeService service;

public EmployeeService getService() {

return service;

}

public void setService(EmployeeService service) {

this.service = service;

}

@RequestMapping("registrationPage")

public String showRegistrationPage() {

return "userReg";

}

@RequestMapping(value = "registerUser", method = RequestMethod.POST)

public ModelAndView registerUser(@RequestParam("empid") int empid,@RequestParam("firstName") String firstName,@RequestParam("lastName") String lastName ) {

Employee emp = new Employee();

emp.setId(empid);

emp.setFirstName(firstName);

emp.setLastName(lastName);

int result = service.save(emp);

ModelAndView mv = new ModelAndView();

mv.addObject("result", "employee created with empid: " + result);

mv.setViewName("userReg");

return mv;

}

}

**EmployeeService.java:**

`````````````````````

package com.sopra.service;

import com.sopra.entity.Employee;

public interface EmployeeService {

int save(Employee emp);

}

**EmployeeServiceImpl.java:**

`````````````````````````

package com.sopra.service.impl;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.sopra.dao.EmployeeDao;

import com.sopra.entity.Employee;

import com.sopra.service.EmployeeService;

@Service

public class EmployeeServiceImpl implements EmployeeService {

@Autowired

private EmployeeDao dao;

public EmployeeDao getDao() {

return dao;

}

public void setDao(EmployeeDao dao) {

this.dao = dao;

}

@Override

@Transactional

public int save(Employee emp) {

//business logic

return dao.create(emp);

}

}

**EmployeeDao.java**:

`````````````````

package com.sopra.dao;

import com.sopra.entity.Employee;

public interface EmployeeDao {

int create(Employee emp);

}

**EmployeeDaoImpl.java:**

package com.sopra.dao.impl;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.orm.hibernate5.HibernateTemplate;

import org.springframework.stereotype.Repository;

import com.sopra.dao.EmployeeDao;

import com.sopra.entity.Employee;

@Repository

public class EmployeeDaoImpl implements EmployeeDao {

@Autowired

private HibernateTemplate template;

public HibernateTemplate getTemplate() {

return template;

}

public void setTemplate(HibernateTemplate template) {

this.template = template;

}

@Override

public int create(Employee emp) {

Integer result = (Integer)template.save(emp);

System.out.println(emp.getId());

return result;

}

}

**Employee.java:**

package com.sopra.entity;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name="employee")

public class Employee {

@Id

@Column(name="id")

private int id;

@Column(name="firstname")

private String firstName;

@Column(name="lastname")

private String lastName;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

public Employee()

{

}

public Employee(int id, String firstName, String lastName) {

super();

this.id = id;

this.firstName = firstName;

this.lastName = lastName;

}

public String toString()

{

return id + " " + firstName + " " +lastName;

}

}

**note:** ojdbc6.jar must be added to the buildpath and lib folder of

application.

**userReg.java:**

<%@ page isELIgnored="false" language="java" contentType="text/html; charset=ISO-8859-1"

pageEncoding="ISO-8859-1"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Employee Registraion Page</title>

</head>

<body>

<h2> Employee Registration Page</h2>

<form action="registerUser" method="post">

<pre>

Enter Employee Id: <input type="text" name="empid"/><br/>

Enter Employee FirstName: <input type="text" name="firstName"/><br/>

Enter Employee LastName: <input type="text" name="lastName"/><br/>

<input type="submit" value="register"/>

</pre>

</form>

<br/>

${result}

</body>

</html>

**web.xml:**

<!DOCTYPE web-app PUBLIC

"-//Sun Microsystems, Inc.//DTD Web Application 2.3//EN"

"http://java.sun.com/dtd/web-app\_2\_3.dtd" >

<web-app>

<servlet>

<servlet-name>sopra</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>sopra</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

</web-app>

**sopra-servlet.xml:**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context.xsd

http://www.springframework.org/schema/tx

http://www.springframework.org/schema/tx/spring-tx.xsd">

<context:component-scan

base-package="com.sopra"/>

<tx:annotation-driven/>

<bean id="dataSource"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName"

value="oracle.jdbc.driver.OracleDriver"></property>

<property name="url"

value="jdbc:oracle:thin:@localhost:1521:xe"></property>

<property name="username" value="sopra"></property>

<property name="password" value="sopra"></property>

</bean>

<bean id="mysessionFactory"

class="org.springframework.orm.hibernate5.LocalSessionFactoryBean">

<property name="dataSource" ref="dataSource"></property>

<property name="annotatedClasses">

<list>

<value>com.sopra.entity.Employee</value>

</list>

</property>

<property name="hibernateProperties">

<props>

<prop key="hibernate.dialect">org.hibernate.dialect.Oracle9Dialect</prop>

<prop key="hibernate.hbm2ddl.auto">create</prop>

<prop key="hibernate.show\_sql">true</prop>

<prop key="hibernate.format\_sql">true</prop>

</props>

</property>

</bean>

<bean id="template"

class="org.springframework.orm.hibernate5.HibernateTemplate">

<property name="sessionFactory" ref="mysessionFactory"></property>

</bean>

<bean

class="org.springframework.orm.hibernate5.HibernateTransactionManager"

name="transactionManager">

<property name="sessionFactory" ref="mysessionFactory" />

</bean>

<bean id="view" class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix">

<value>/WEB-INF/jsps/</value>

</property>

<property name="suffix">

<value>.jsp</value>

</property>

</bean>

</beans>

**pom.xml:**

required dependencies:

-spring orm

-spring web mvc

-hibernate core

spring boot:

spring - pivotal organization

Spring Boot is Spring's convention-over-configuration solution for

creating stand-alone, production-grade Spring-based Applications that you

can "just run".

It is preconfigured with the Spring team's "opinionated view" of the best

configuration and use of the Spring platform and third-party libraries so

you can get started with minimum fuss. Most Spring Boot applications need

very little Spring configuration.

**Key Features:**

Create stand-alone Spring applications

Embed Tomcat or Jetty directly (no need to deploy WAR files)

Provide opinionated 'starter' Project Object Models (POMs) to simplify

your Maven configuration

Automatically configure Spring whenever possible

Provide production-ready features such as metrics, health checks and

externalized configuration

Absolutely no code generation and no requirement for XML configuration.

Smooth Integration and supports all Enterprise Integration Patterns.

->spring boot is a projet that actually built on top of the spring f/w.

->it provides an easier and faster way to setup,configure and run both

simple and web applications.

->in spring boot, there is no requirement for xml configuration.

->It uses convention over configuration software design pattern that means

it decreases the developer's effort.

->we can use sts ide(spring tool suite) or spring intializer to develop

spring boot java applications.

along with spring boot f/w,some other spring projects are there to help

to build applications addresing moder business needs.

->spring data

. it simplifies data accessf from the relational and

nosql databases.

->spring security

->spring social

prerequisites to develop applications using spring boot?

* java 1.8
* Maven 3.0+
* Spring f/w 5.x
* an ide (sts) is recommended

**latest version of spring boot:**

The latest version of Spring Boot is 2.2.1

**spring** ->spring f/w is a widely used java ee f/w for building applications

**spring boot** -> it is also a f/w , widely used to devlop REST API's

**REST** -Representational State Transfer(web services)

sprinf f/w ->

doesnot support in memory databases ->

but where as spring boot supports in memory databses such as

derby ,h2 etc.

Developers manually define dependencies for the spring project

in pom.xml file.

spring boot comes with the concept of starter in pom.xml file

that internally takes care of downloading dependencies jars based on spring boot requirement.

spring boot vs spring mvc:

**spring boot:**

there is no requirement for a deployment descriptor(web.xml file)

it reduces development time and increase productivity

**spring:**

a deployment descriptor is required.

it takes more time to achieve the same.

**spring boot architecture:**

json => java script object notation

presentation layer

-handles the HTTP requests, convert the json to object

and after that it transfers this object to business layer

business layer

-it consists of service classes and uses services provided by

data access layers.

persistence layer

-translates business objects from and to database rows.

database layer

-crud operations performed.

**NOTE:**

creating spring boot application using spring initializer tool:

https://start.spring.io

**com.sopra(SpringBootApplication.java):**

package com.sopra;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import org.springframework.context.ConfigurableApplicationContext;

import org.springframework.context.annotation.ComponentScan;

import com.sopra.beans.Student;

@SpringBootApplication

public class SpringbootDemoApplication {

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(SpringbootDemoApplication.class, args);

Student student = context.getBean(Student.class);

//setting the values to Student object by calling setter methods - setter injection

student.setStid(100);

student.setStname("rama");

//we are displaying student object - toString()

System.out.println(student);

}

}

**com.sopra.beans(Student)**

package com.sopra.beans;

import org.springframework.stereotype.Component;

@Component

public class Student {

@Override

public String toString() {

return "Student [stid=" + stid + ", stname=" + stname + "]";

}

private int stid;

private String stname;

public int getStid() {

return stid;

}

public void setStid(int stid) {

this.stid = stid;

}

public String getStname() {

return stname;

}

public void setStname(String stname) {

this.stname = stname;

}

public Student() {

}

}

**note:**

**@SpringBootConfiguration vs @EnableAutoConfiguration:**

@SpringBootConfiguration annotation tells us that a class is a configuration class,

and @EnableAutoConfiguration automatically configures the Spring application based

on its included jar files.

spring boot web application:

**HelloController.java:**

package com.sopra.controller;

import org.springframework.stereotype.Controller;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RequestMethod;

import org.springframework.web.servlet.ModelAndView;

@Controller

public class HelloController {

@RequestMapping("/home")

public ModelAndView hello()

{

ModelAndView mv = new ModelAndView();

mv.setViewName("hello");

return mv;

}

}

**application.properties:**

server.port=2021

spring.mvc.view.prefix=/WEB-INF/jsps/

spring.mvc.view.suffix=.jsp

**pom.xml:**

->tomcat jasper 9.9.53

->spring boot web

->spring boot dev tools

official documentation for spring data jpa module:

https://docs.spring.io/spring-data/jpa/docs/current/reference/html/#reference

**for mysql application.properties:**

spring.datasource.url=jdbc:mysql://localhost:3306/mydb?useSSL=false

spring.datasource.username=root

spring.datasource.password=root

spring.jpa.hibernate.ddl-auto=create

spring.jpa.show-sql=true

spring.jpa.properties.hibernate.format\_sql=true

crud application using spring data jpa module:

**Student.java:**

package com.sopra.entity;

import javax.persistence.Entity;

import javax.persistence.Id;

@Entity

public class Student {

@Id

private int stid;

private String firstName;

private String lastName;

public int getStid() {

return stid;

}

public void setStid(int stid) {

this.stid = stid;

}

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

@Override

public String toString() {

return "Student [stid=" + stid + ", firstName=" + firstName + ", lastName=" + lastName + "]";

}

public Student() {

super();

}

}

**StudentRepository:**

package com.sopra.repository;

import org.springframework.data.repository.CrudRepository;

import com.sopra.entity.Student;

public interface StudentRepository extends CrudRepository<Student, Integer> {

}

**Test application:**

package com.sopra;

import java.util.Optional;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.sopra.entity.Student;

import com.sopra.repository.StudentRepository;

@SpringBootApplication

public class SpringbootJpaDemoApplication {

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(SpringbootJpaDemoApplication.class, args);

StudentRepository repo = context.getBean(StudentRepository.class);

Student stu = new Student();

stu.setStid(105);

stu.setFirstName("tanisq");

stu.setLastName("sopra");

//to save we have to call save methods

// Student st= repo.save(stu);

//Iterable<Student> findAll = repo.findAll();

// System.out.println(findAll);

/\* Student st = repo.findById(100).get();

repo.delete(st);

System.out.println("row will be delted");

\*/

Student st = repo.findById(101).get();

st.setFirstName("rk");

Student s= repo.save(st);

System.out.println(s);

}

}

application.properties:

```````````````````````

spring.datasource.url=jdbc:oracle:thin:@localhost:1521:xe

spring.datasource.username=sopra

spring.datasource.password=sopra

spring.jpa.hibernate.ddl-auto=update

spring.jpa.show-sql=true

spring.jpa.properties.hibernate.format\_sql=true

**finder methods of Repository:**

package com.sopra.repository;

import org.springframework.data.repository.CrudRepository;

import com.sopra.entity.Student;

public interface StudentRepository extends CrudRepository<Student, Integer> {

public Student findByLastName(String lastName);

public Student findByFirstName(String firstName);

public Student findByFirstNameOrStid(String firstName,int stid);

}

Test:

``````

package com.sopra;

import java.util.Optional;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.sopra.entity.Student;

import com.sopra.repository.StudentRepository;

@SpringBootApplication

public class SpringbootJpaDemoApplication {

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(SpringbootJpaDemoApplication.class, args);

StudentRepository repo = context.getBean(StudentRepository.class);

Student st = repo.findByFirstName("jain");

System.out.println(st);

Student st1 = repo.findByFirstNameOrStid("umesh", 107);

System.out.println(st1);

}

}

lombok api:

https://projectlombok.org/download

->DOUBLE CLICK ON downloaded file, click on specify location and upto eclipse.exe

choose the location

->click on install/update

->close it

->restart the eclipse and then start to use lombok annotations on top of entity

classes

note: in pom.xml file add the lombok dependecy

**Student.java:**

package com.sopra.entity;

import javax.persistence.Entity;

import javax.persistence.Id;

import lombok.AllArgsConstructor;

import lombok.Data;

import lombok.Getter;

import lombok.NoArgsConstructor;

import lombok.Setter;

@Entity

@Data

@AllArgsConstructor

@NoArgsConstructor

public class Student {

@Id

private int stid;

private String firstName;

private String lastName;

}

**StudentRepository.java:**

package com.sopra.repository;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.sopra.entity.Student;

public interface StudentRepository extends JpaRepository<Student,Integer> {

}

**Test**

package com.sopra;

import java.util.List;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import org.springframework.data.domain.Page;

import org.springframework.data.domain.PageRequest;

import org.springframework.data.domain.Sort;

import org.springframework.data.domain.Sort.Direction;

import com.sopra.entity.Student;

import com.sopra.repository.StudentRepository;

@SpringBootApplication

public class SpringbootJpaPaginationDemoApplication {

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(SpringbootJpaPaginationDemoApplication.class, args);

StudentRepository repo= context.getBean(StudentRepository.class);

//Page<Student> findAll = repo.findAll(PageRequest.of(1,1));

//findAll.forEach(p->System.out.println(p));

//List<Student> findAll = repo.findAll(Sort.by("firstName","lastName"));

//findAll.forEach(p->System.out.println(p.getFirstName() + " " + p.getLastName()));

//List<Student> findAll = repo.findAll(Sort.by(Sort.Direction.DESC, "firstName"));

//findAll.forEach(p->System.out.println(p.getFirstName()));

// repo.findAll(PageRequest.of(0, 2, Direction.DESC, "firstName")).forEach(p->System.out.println(p.getFirstName()));

}

}

**application.properties:**

`

spring.datasource.url=jdbc:oracle:thin:@localhost:1521:xe

spring.datasource.username=sopra

spring.datasource.password=sopra

spring.jpa.hibernate.ddl-auto=update

spring.jpa.show-sql=true

spring.jpa.properties.hibernate.format\_sql=true

JPQL

* java persistence query language
* JPQL is a powerful query language that allows you to define database

queries based on your entity model.

* Its structure and syntax are very

similar to SQL.

**StudentRepository.java:**

package com.sopra.repository;

import java.util.List;

import javax.transaction.Transactional;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.data.jpa.repository.Modifying;

import org.springframework.data.jpa.repository.Query;

import org.springframework.data.repository.query.Param;

import org.springframework.stereotype.Repository;

import com.sopra.entity.Student;

public interface StudentRepository extends JpaRepository<Student,Integer> {

@Query("from Student")

public List<Student> findAllStudents();

@Query("select st.firstName ,st.lastName from Student st")

public List<Object[]> findStudentsPartialInfo();

@Query("from Student where firstName=:fname")

public List<Student> findByFirstName(@Param("fname") String firstName);

@Modifying

@Transactional

@Query("delete from Student where stid=:id")

int deleteStudentById(@Param("id") int stid);

@Query(value = "select \* from student",nativeQuery = true)

public List<Student> getAllStudents();

}

**Student.java:**

package com.sopra.entity;

import javax.persistence.Entity;

import javax.persistence.Id;

import lombok.AllArgsConstructor;

import lombok.Data;

import lombok.Getter;

import lombok.NoArgsConstructor;

import lombok.Setter;

@Entity

@Data

@AllArgsConstructor

@NoArgsConstructor

public class Student {

@Id

private int stid;

private String firstName;

private String lastName;

}

**Test.java:**

package com.sopra;

import java.util.List;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import org.springframework.data.domain.Page;

import org.springframework.data.domain.PageRequest;

import org.springframework.data.domain.Sort;

import org.springframework.data.domain.Sort.Direction;

import com.sopra.entity.Student;

import com.sopra.repository.StudentRepository;

@SpringBootApplication

public class SpringbootJpaPaginationDemoApplication {

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(SpringbootJpaPaginationDemoApplication.class, args);

StudentRepository repo= context.getBean(StudentRepository.class);

//Page<Student> findAll = repo.findAll(PageRequest.of(1,1));

//findAll.forEach(p->System.out.println(p));

//List<Student> findAll = repo.findAll(Sort.by("firstName","lastName"));

//findAll.forEach(p->System.out.println(p.getFirstName() + " " + p.getLastName()));

//List<Student> findAll = repo.findAll(Sort.by(Sort.Direction.DESC, "firstName"));

//findAll.forEach(p->System.out.println(p.getFirstName()));

// repo.findAll(PageRequest.of(0, 2, Direction.DESC, "firstName")).forEach(p->System.out.println(p.getFirstName()));

/\*List<Student> students = repo.findAllStudents();

for(Student st: students)

{

System.out.println(st);

}\*/

/\*List<Object[]> objs = repo.findStudentsPartialInfo();

for(Object[] ob:objs)

{

System.out.println(ob[0] + " " + ob[1]);

}\*/

/\* List<Student> students = repo.findByFirstName("nishanth");

for(Student st:students)

{

System.out.println(st);

}\*/

/\* int x = repo.deleteStudentById(106);

System.out.println(x + "row(s) delted");\*/

List<Student> students= repo.getAllStudents();

for(Student st: students)

{

System.out.println(st);

}

}

}

aggregate functions:

```````````````````````

@Query("SELECT AVG(u.age) from User u")

int getAverageAge();

spring rest module:

WEBSERVICE:

icici card --> icici atm's (same type of applications)

icici card(java) -> sbi atm(.net)

Web services are XML-based information exchange/JSON systems that use the

Internet for direct application-to-application interaction. These systems

can include programs, objects, messages, or documents.

-soap(simple object acccess protocol)->protocol based -> supports only xml

-restful(representational state transfer)->architral style-> supports xml and json

rest developed by Roy Fielding who also developed http.

resource has some reprsentations like xml,json.

HTTP methods:

Get-retrieving the data

put -updating the data

post - inserting the data

delete -deleting the data

Http also defines standard stats codes.

404 - Resource not foundation

200 - success

201 - created

401 - unauthorized

500 - internal server error

...

official url to check all http status codes:

<https://developer.mozilla.org/en-US/docs/Web/HTTP/Status>

**advantages:**

->these are platform independent

it can be writtin in any programming language and can be executed

on any platform.

->it supports different data formats like html,xml,json,text..

->these are reusable

->they are language neutral.

**@Controller** : is the annotation is used to mark the class as controller class

**@RestController** : it is the annotation which is the combination of two annotations those are @Controller + @ResponseBody

**note:**

@ResponseBody is a Spring annotation which binds a method return value to the

web response body. It is not interpreted as a view name. It uses HTTP Message

converters to convert the return value to HTTP response body, based on the

content-type in the request HTTP header

**@PathVariable:**

put, the @PathVariable annotation can be used to handle template variables

in the request URI mapping, and set them as method parameters.

package com.sopra.model;

import lombok.AllArgsConstructor;

import lombok.Data;

import lombok.NoArgsConstructor;

@Data

@AllArgsConstructor

@NoArgsConstructor

public class HelloBean {

private String message;

}

**HelloController.java:**

package com.sopra.controller;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.RestController;

import com.sopra.model.HelloBean;

@RestController

public class HelloController {

@GetMapping("/hello")

public String hello()

{

return "Welcome to SpringBoot Rest Demo";

}

@GetMapping("/hello-bean")

public HelloBean helloBean()

{

return new HelloBean("welcome to spring boot bean class");

}

@GetMapping("/hello/{name}")

public String helloPath(@PathVariable("name") String x)

{

return "welcome to " + x;

}

}

**application.properties:**

server.port=2021

Spring Rest application crud usecase:

**Department.java:**

package com.sopra.entity;

import javax.persistence.Entity;

import javax.persistence.Id;

import lombok.AllArgsConstructor;

import lombok.Data;

import lombok.NoArgsConstructor;

@Data

@AllArgsConstructor

@NoArgsConstructor

@Entity

public class Department {

@Id

private int departmentId;

private String departmentName;

private String departmentAddress;

private String departmentCode;

}

**DepartmentController.java:**

package com.sopra.controller;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.PostMapping;

import org.springframework.web.bind.annotation.RequestBody;

import org.springframework.web.bind.annotation.RestController;

import com.sopra.entity.Department;

import com.sopra.service.DepartmentService;

@RestController

public class DepartmentController {

@Autowired

private DepartmentService service;

@PostMapping("/department")

public Department saveDepartment(@RequestBody Department department)

{

return service.saveDepartment(department);

}

@GetMapping("/departments")

public List<Department> fetchAllDepartments()

{

return service.fetchAllDepartments();

}

@GetMapping("/department/{departmentId}")

public Department fetchById(@PathVariable("departmentId") int departmentId)

{

return service.fetchById(departmentId);

}

@DeleteMapping("/department/{id}")

public String deleteById(@PathVariable("id") int departmentId)

{

service.deleteById(departmentId);

return "department - " + departmentId + " deleted successfully";

}

@PutMapping("/department/{id}")

public Department updateDepartment(@PathVariable("id") int departmentId, @RequestBody Department department)

{

return service.updateDepartment(departmentId,department);

}

@GetMapping("department/{dname}/{daddress}")

public Department findDepartmentByDepartmentNameAndDepartmentAddress(@PathVariable("dname") String dname,@PathVariable("daddress") String daddress)

{

return service.findDepartmentByDepartmentNameAndDepartmentAddress(dname,daddress);

}

}

/\*localhost:2021/department->post

body raw json

{

"DepartmentId":100,

"DepartmentName":"csc",

"DepartmentAddress":"hyd",

"DepartmentCode":"csc-001"

}

}\*/

**DepartmentRepository.java:**

package com.sopra.repository;

import org.springframework.data.jpa.repository.JpaRepository;

import com.sopra.entity.Department;

public interface DepartmentRepository extends JpaRepository<Department, Integer> {

public Department findByDepartmentNameAndDepartmentAddress(String departmentName,String departmentAddress);

}

**DepartmentService.java:**

package com.sopra.service;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import com.sopra.entity.Department;

import com.sopra.repository.DepartmentRepository;

@Service

public class DepartmentService {

@Autowired

private DepartmentRepository repository;

public Department saveDepartment(Department department) {

// TODO Auto-generated method stub

return repository.save(department);

}

public List<Department> fetchAllDepartments()

{

return repository.findAll();

}

public Department fetchById(int departmentId)

{

return repository.findById(departmentId).get();

}

public void deleteById(int departmentId) {

repository.deleteById(departmentId);

}

public Department updateDepartment(int departmentId, Department department) {

// TODO Auto-generated method stub

Department deptDb = repository.findById(departmentId).get();

deptDb.setDepartmentName(department.getDepartmentName());

deptDb.setDepartmentAddress(department.getDepartmentAddress());

deptDb.setDepartmentCode(department.getDepartmentCode());

return repository.save(deptDb);

}

public Department findDepartmentByDepartmentNameAndDepartmentAddress(String dname,String daddress)

{

return repository.findByDepartmentNameAndDepartmentAddress(dname, daddress);

}

}

**application.properties:**

server.port=2021

spring.datasource.url=jdbc:oracle:thin:@localhost:1521:xe

spring.datasource.username=sopra

spring.datasource.password=sopra

spring.jpa.hibernate.ddl-auto=update

spring.jpa.show-sql=true

spring.jpa.properties.hibernate.format\_sql=true

spring.jpa.database-platform=org.hibernate.dialect.Oracle10gDialect

**assignment:**

fetchByDepartmentNameandAddress(String departmentName,String departmentAddress)

Swagger:

if it is soap web based service -> wsdl (web service description language)

swagger2 is an open source project used to generate the REST API documents

for RESTful web services.

It provides a user interface to access our RESTful web services via the

web browser.

it specifies the format (url,method,and representation) to describe REST webservices.

A swagger is open source tool

it is one of the popular api documenation format for restful webservices.

It provides both json and ui support.

->It allows us to describe our entire api's including

->available endpoints and operations on each endpoints

->operation parameters for each operation

->authentication methods.

->contact information,license,terms and user

add following two dependencies in pom.xml file:

````````````````````````````````````````````````

<dependency>

<groupId>io.springfox</groupId>

<artifactId>springfox-swagger2</artifactId>

<version>2.9.2</version>

</dependency>

<!-- https://mvnrepository.com/artifact/io.springfox/springfox-swagger-ui -->

<dependency>

<groupId>io.springfox</groupId>

<artifactId>springfox-swagger-ui</artifactId>

<version>2.9.2</version>

</dependency>

**define one configuration class for swagger like below: Swagger Configuration**

`

package com.learnersstop;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

import springfox.documentation.spi.DocumentationType;

import springfox.documentation.spring.web.plugins.Docket;

import springfox.documentation.swagger2.annotations.EnableSwagger2;

@Configuration

@EnableSwagger2

public class SwaggerConfig {

@Bean

public Docket api()

{

return new Docket(DocumentationType.SWAGGER\_2);

}

}

**NOTE:**

to check swagger documentation for our application, pass below url in the

browser: http://localhost:2021/swagger-ui.html

**Assignment:**

refer content negotiation

crud use case:

``````````````

----spring boot mvc data jpa-----

pom.xml:

spring data jpa

spring web

spring dev tools

oracle driver

lombok

entity class:

`````````````

package com.sopra.entity;

import java.util.Objects;

import javax.persistence.Entity;

import javax.persistence.Id;

import lombok.AllArgsConstructor;

import lombok.Data;

import lombok.NoArgsConstructor;

@Data

@AllArgsConstructor

@NoArgsConstructor

@Entity

public class Student {

@Id

private int stid;

private String stname;

private double stmarks;

}

SpringBOOT DATA JPA CRUD APPLICATION-STUDENT MANAGEMENT APP - JSP:

```````````````````````````````````````````````````````````````````

package com.sopra;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class SpringbootMvcDatajpaApplication {

public static void main(String[] args) {

SpringApplication.run(SpringbootMvcDatajpaApplication.class, args);

}

}

StudentController.java:

````````````````````````

package com.sopra.controller;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Controller;

import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.ModelAttribute;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RequestMethod;

import com.sopra.entity.Student;

import com.sopra.service.StudentService;

@Controller

public class StudentController {

@Autowired

StudentService studentService;

@RequestMapping("/read-student")

public String showReadStudentPage(Model model) {

model.addAttribute("students", studentService.findAll());

return "readstudent";

}

@RequestMapping("/create-student")

public String showCreateStudentPage(Model model) {

model.addAttribute("command", new Student());

return "createstudent";

}

@RequestMapping(value = "/create-student", method = RequestMethod.POST)

public String createStudent(@ModelAttribute("student") Student student) {

studentService.saveStudent(student);

return "redirect:/read-student";

}

@RequestMapping(value = "/update-student/{id}")

public String showUpdateStudentPage(@PathVariable int id, Model model) {

model.addAttribute("id", id);

model.addAttribute("command", studentService.findById(id).orElse(null));

return "updatestudent";

}

@RequestMapping(value = "/update-student/{id}", method = RequestMethod.POST)

public String updateStudent(@PathVariable int id, @ModelAttribute("student") Student student) {

studentService.updateStudent(id, student);

return "redirect:/read-student";

}

@RequestMapping(value = "/delete-student/{id}")

public String deleteStudent(@PathVariable int id) {

studentService.deleteById(id);

return "redirect:/read-student";

}

}

Student.java:

``````````````

package com.sopra.entity;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import lombok.AllArgsConstructor;

import lombok.Data;

import lombok.NoArgsConstructor;

@Data

@AllArgsConstructor

@NoArgsConstructor

@Entity

public class Student {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private int stid;

private String stname;

private double stmarks;

}

StudentRepository.java:

````````````````````````

package com.sopra.repository;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.sopra.entity.Student;

@Repository

public interface StudentRepository extends JpaRepository<Student, Integer> {

}

StudentService.java:

````````````````````

package com.sopra.service;

import java.util.List;

import java.util.Optional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import com.sopra.entity.Student;

import com.sopra.repository.StudentRepository;

@Service

public class StudentService {

@Autowired

private StudentRepository studentRepository;

public List<Student> findAll() {

return studentRepository.findAll();

}

public Optional<Student> findById(int id) {

return studentRepository.findById(id);

}

public Student saveStudent(Student student) {

return studentRepository.save(student);

}

public Student updateStudent(int id, Student student) {

Student updatedStudent = studentRepository.findById(id).orElse(null);

updatedStudent.setStname(student.getStname());

updatedStudent.setStmarks(student.getStmarks());

return studentRepository.save(updatedStudent);

}

public void deleteById(int id) {

studentRepository.deleteById(id);

}

}

application.properties:

````````````````````````

spring.datasource.url=jdbc:mysql://localhost:3306/mydb?useSSL=false

spring.datasource.username=root

spring.datasource.password=root

spring.jpa.hibernate.ddl-auto=create

spring.jpa.show-sql=true

spring.jpa.properties.hibernate.format\_sql=true

server.port=2021

spring.mvc.view.prefix:/WEB-INF/jsps/

spring.mvc.view.suffix:.jsp

index.html:

```````````

<!DOCTYPE html>

<html>

<head>

<title>My Students - Spring Boot Web MVC</title>

</head>

<body>

<h1>Student Management System- CRUD App</h1>

<a href="/read-student">Get Students</a>|

<a href="/create-student">Create Student</a>

</body>

</html>

createstudent.jsp:

````````````````````

<%@ taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c"%>

<h1>Create Student</h1>

<form:form method="post" action="/create-student">

<table>

<tr>

<td>Enter Student name: </td>

<td><form:input path="stname"/></td>

</tr>

<tr>

<td>Enter Student marks: </td>

<td><form:input path="stmarks"/></td>

</tr>

<tr>

<td></td>

<td><input type="submit" value="Create"/></td>

</tr>

</table>

</form:form>

readstudent.jsp:

````````````````

<%@ taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c"%>

<h1>Read Students</h1>

<table border="2" width="70%" cellpadding="2">

<tr>

<th>Id</th>

<th>Name</th>

<th>Marks</th>

<th>update</th>

<th>delete</th>

</tr>

<c:forEach var="student" items="${students}">

<tr>

<td>${student.stid}</td>

<td>${student.stname}</td>

<td>${student.stmarks}</td>

<td><a href="/update-student/${student.stid}">Update</a></td>

<td><a href="/delete-student/${student.stid}">Delete</a></td>

</tr>

</c:forEach>

</table>

<br/>

<a href="/create-student">Create Student</a>

updatestudent.jsp:

`````````````````````

<%@ taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c"%>

<h1>Update Student</h1>

<form:form method="post" action="/update-student/${id}">

<table>

<tr>

<td>Student Name: </td>

<td><form:input path="stname"/></td>

</tr>

<tr>

<td>Student Marks: </td>

<td><form:input path="stmarks"/></td>

</tr>

<tr>

<td></td>

<td><input type="submit" value="Update" /></td>

</tr>

</table>

</form:form>

pom.xml:

````````

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.5.4</version>

<relativePath/> <!-- lookup parent from repository -->

</parent>

<groupId>com.sopra</groupId>

<artifactId>springboot-mvc-datajpa</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>springboot-mvc-datajpa</name>

<description>Demo project for Spring Boot</description>

<properties>

<java.version>1.8</java.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-devtools</artifactId>

<scope>runtime</scope>

<optional>true</optional>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<scope>runtime</scope>

</dependency>

<dependency>

<groupId>org.apache.tomcat.embed</groupId>

<artifactId>tomcat-embed-jasper</artifactId>

</dependency>

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>jstl</artifactId>

</dependency>

<dependency>

<groupId>org.projectlombok</groupId>

<artifactId>lombok</artifactId>

<optional>true</optional>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

<configuration>

<excludes>

<exclude>

<groupId>org.projectlombok</groupId>

<artifactId>lombok</artifactId>

</exclude>

</excludes>

</configuration>

</plugin>

</plugins>

</build>

</project>

DEMOSTRATION

1.SpringBoot Actuators

2.YAML File

3.SpringBoot Hateous (link in the REST crud application)

@GetMapping("/department/{departmentId}")

public EntityModel<Department> fetchById(@PathVariable("departmentId") int departmentId)

{

Department department = service.fetchById(departmentId);

EntityModel<Department> model = EntityModel.of(department);

WebMvcLinkBuilder linkToDepts = linkTo(methodOn(this.getClass()).fetchAllDepartments());

model.add(linkToDepts.withRel("all-depts"));

return model;

}

Git Command

1.git config --global user.email "jainnandini550@gmail.com"

2. git config --global user.password "123N@ndini04"

3. clone the git projects

git clone "https://github.com/jainnandini550/Git-GitHub-Learning.git"

4. Go to the Directory or folder

cd c:\Git-GitHub-Learning

5. made some changes by opening the file

6. write command= git add .

(these files will moved to staging area)

7. git commit -m "initial commit"

8. files will be moved to unmodified area

9. git push -u origin master

**Note:**

''''''''''

Clear command used for clearing the git console.